
HAL Id: tel-04099132
https://pastel.hal.science/tel-04099132v1

Submitted on 16 May 2023

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.

Detection of Nested Objects in Dense Scenes using Deep
Learning - Application to Bee and Varroa Detection

Yassine Kriouile

To cite this version:
Yassine Kriouile. Detection of Nested Objects in Dense Scenes using Deep Learning - Application
to Bee and Varroa Detection. Computer Vision and Pattern Recognition [cs.CV]. Université Paris
sciences et lettres, 2022. English. �NNT : 2022UPSLM063�. �tel-04099132�

https://pastel.hal.science/tel-04099132v1
https://hal.archives-ouvertes.fr


Préparée à l’École des Mines de Paris

Detection of Nested Objects in Dense Scenes using Deep
Learning - Application to Bee and Varroa Detection

Détection d’objets imbriqués dans des scènes denses par Apprentissage Profond -

Application à la détection d’abeilles et de varroas

Soutenue par

Yassine Kriouile
Le 08 décembre 2022

École doctorale no621

Ingénierie des Systèmes,
Matériaux, Mécanique,
Energétique (ISMME)

Spécialité

Informatique temps réel,
robotique et automatique

Composition du jury :

Amar RAMDANE CHERIF Président du jury
Professeur des universités
Université Paris Saclay

Rapporteur

Président du jury Anna FABIJAŃSKA Rapporteur
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Résumé
Dans cette thèse, nous abordons deux problèmes essentiels lors de la détection d’objets en
traitement d’image : 1) maintenir une bonne précision d’objets détectés, essentiellement dans le
cas d’images denses et 2) détecter des objets potentiellement imbriqués dans les premiers. Ces
deux problématiques existent particulièrement dans le domaine apicole. En effet, un apiculteur
doit veiller au niveau d’infestation de son rucher par le parasite varroa qui s’installe sur le dos
des abeilles. Les méthodes de traitement d’images par ordinateur peuvent être utilisées pour
automatiser cette tâche et la rendre plus précise.

L’apprentissage profond est à l’origine de progrès dans de nombreux domaines liés à la
technologie, notamment en reconnaissance faciale et vocale, et dans le traitement automatisé du
langage et des images. Nous avons appliqué et adapté ces techniques à nos problématiques. Nos
travaux sont basés notamment sur le réseau de neurones Faster R-CNN. Nous proposons une
extension de cette architecture pour améliorer la précision de la détection des objets imbriqués
dans les scènes denses. Notamment, nous proposons d’ajouter à ce réseau des branches qui
détectent les objets à partir de leurs coins. Cela permet de retrouver les objets partiellement
cachés. Afin de détecter les objets potentiellement imbriqués, nous nous sommes basés sur
l’architecture Mask R-CNN, une extension de Faster R-CNN, dédiée à la segmentation d’objets.
Nous ajoutons une branche au Faster R-CNN pour segmenter les objets internes.

Nos expériences sont basées sur un ensemble d’images de scènes denses d’abeilles, contenant
des abeilles et des varroas annotés, que nous avons constitué. Les abeilles et les varroas sont les
objets imbriqués à détecter. Nos résultats montrent une amélioration de +10% de la précision
de détection par rapport à l’approche standard. Après avoir testé différents manières d’extraire
les informations pour la segmentation, nous avons défini un seul réseau de neurones capable de
détecter les deux types d’objets imbriqués sans diminution de la précision par rapport à deux
réseaux de neurones séparés.

Nous montrons également que notre architecture de réseaux de neurones étendue améliore la
détection d’objets dans d’autres domaines tels que celui de la détection des personnes dans les
scènes denses, où nous avons des résultats qui atteignent +3% par rapport l’approche standard.

Mots clés : détection d’objets, scènes denses, objets imbriqués, varroa, abeille, apprentissage
profond, réseau de neurones, Faster R-CNN, Mask R-CNN, segmentation d’objets
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Abstract
In this thesis, we address two essential problems related to the detection of objects and image
processing: 1) maintaining a good precision of detected objects, essentially in the case of dense
images and 2) detecting objects potentially nested in the first. These two problems exist partic-
ularly in the beekeeping sector. Indeed, a beekeeper must ensure the level of infestation of his
apiary by the varroa parasite which settles on the backs of bees. Computer image processing
methods can be used to automate this task and make it more accurate.

Deep learning is driving advances in many technology-related areas, including facial and
voice recognition, automated language and image processing. We have applied and adapted
these techniques to our problems. Our work is based in particular on the Faster R-CNN neural
network. We propose an extension of this architecture to improve the accuracy of nested object
detection in dense scenes.

To improve object detection in dense scenes, we propose to add branches to the Faster R-
CNN neural network that detect objects from their corners. This allows to find partially hidden
objects. In order to detect potentially nested objects, we rely on the Mask R-CNN architecture,
an extension of Faster R-CNN dedicated to object segmentation. We add a branch to the Faster
R-CNN to segment internal objects.

Our experiments are based on a set of images of dense bee scenes, containing annotated
bees and varroa mites, that we have put together. Bees and varroa mites are nested objects to
detect. Our results show an improvement that reaches +10% in detection accuracy compared to
the standard approach. After testing different ways to extract information for segmentation, we
ended up with a single neural network capable of detecting two nested objects without decreasing
accuracy compared to two separate neural networks.

We also show that our extended neural network architecture improves object detection in
other areas such as people detection in dense scenes, where we have results that reach +3%
compared to the standard approach.

Keywords : object detection, dense scenes, nested objects, varroa, bee, deep learning, neural
network, Faster R-CNN, Mask R-CNN, object segmentation
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Chapter 1
Introduction

Dans ma thèse, je m’intéresse au sujet de la détection d’objets imbriqués dans des
scènes denses. Je me base sur les techniques de vision par ordinateur qui permet-
tent d’extraire des informations sémantiques depuis des images numériques. Parmi
les tâches qu’accomplissent ces outils, il y a la détection d’objets. Elle consiste à
trouver les positions des objets présents dans une image ainsi que leurs classes. Le
traitement d’images par ordinateur pour l’extraction d’informations intéressantes né-
cessite une étape d’extraction de caractéristiques. Les méthodes traditionnelles de
reconnaissance d’objets nécessitent de choisir soigneusement cette méthode en tenant
compte du type d’images à traiter. L’apprentissage profond permet d’automatiser
l’extraction des caractéristiques en utilisant un réseau de neurones entraîné sur
les images à traiter. Il existe deux catégories de détecteurs d’objets basés sur
l’apprentissage profond; les détecteurs à une seule étape, et les détecteurs à deux
étapes. Ces derniers génèrent des propositions à partir de chaque image, puis les
classifient pour obtenir les positions des objets dans l’image et leurs classes. Mes
approches sont basées sur le réseau de neurones à deux étapes Faster R-CNN.
Les scènes denses correspondent à des situations où il y a plusieurs objets proches
entre eux. Dans ce cas, la probabilité qu’un objet soit partiellement caché par un
autre est grande. Ainsi le risque de rater ces objets partiellement cachés est plus
importante à cause du manque d’information les concernant. En effet, les détecteurs
classiques détectent les objets à partir de leurs centres. Pour pallier ce problème,
l’idée intuitive employée est de prédire des informations concernant les coins des ob-
jets qui restent visibles malgré l’occlusion. Mais la plupart des approches proposées
nécessitent d’autres annotations et données. Je propose d’étendre le réseau de neu-
rones Faster R-CNN pour détecter les objets à partir de leur centre et par conséquent
limiter le risque de louper les objets partiellement cachés. Mon approche améliore la
précision de détection de plus de 10%.

Résumé
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Les objets imbriqués sont des objets inclus dans d’autres. Dans ma thèse, je traite
le cas de deux objets: l’objet englobant et l’objet inclus. La manière classique de les
détecter est d’entraîner un réseau de neurones sur des objets de deux types différents.
Cela est difficile quand les types d’objets sont très différents en termes de forme,
taille et taux d’apparition. Une autre méthode consiste à entraîner deux réseaux de
neurones, chacun pour détecter un objet de type spécifique. Cette approche n’est
pas efficace en termes de ressources et de temps car elle extrait les caractéristiques
deux fois d’une même image d’entrée. Je propose d’entraîner le réseau de neurones
Mask R-CNN pour détecter les objets englobant et les objets inclus.
L’abeille est très importante pour l’être humain. Mais cette insecte souffre
d’un problème qui dégrade son état de santé: l’infestation par le parasite var-
roa. Afin de protéger les abeilles, les apiculteurs doivent surveiller le niveau
d’infestation pour éventuellement traiter les ruches. Les méthodes classiques pro-
posées pour l’estimation du pourcentage d’infestation sont manuelles et basées sur
l’échantillonnage. Elles nécessitent du temps et des efforts, par conséquent ne sont
pas précises. Je propose d’utiliser les réseaux de neurones pour une prédiction au-
tomatique du nombre de varroas. Afin d’obtenir un système précis et efficace, je
propose des solutions dans ma thèse traitant le cas des abeilles et des varroas: scènes
denses (abeilles proches) et objets imbriqués (varroa sur les abeilles).

Résumé
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Thanks to the increase of computer resources, artificial intelligence has showed its benefit in
resolving and automating many tasks. Facial and voice recognition, natural language processing,
and computer vision are examples of tasks that are nowadays automated through deep learning.
In my thesis, I deal with problems related to computer vision and image processing. I propose
approaches that perform detection in dense scenes and nested object detection.

Photos are numeric data that reflects real scenes. Each photo contains semantic information
that human brain can explain, interpret and make decisions based on it. Depending on the task
to fulfill, extracting information from an image could require effort and time. Furthermore, errors
are usually present in this type of tasks due to human inattention and distraction. Computer
vision are a set of methods implemented on computers to handle information extraction from
images. Among the main task that are important in computer vision, there is object recognition.
The aim of this task is to find objects of one class or different classes inside an image. There are
different types of object recognition: object detection (the output is a set of bounding boxes),
semantic segmentation (the output is a mask), instance segmentation [Zhao, 2018]... Computer
vision task can be achieved through traditional image processing method that enables extracting
information from images. To get these information called "features", a specific method should
be carefully chosen, and machine learning algorithms are used to get final results. Thanks to
deep learning, feature extraction is more automatic, neural networks are trained on ground truth
dataset to obtain the best parameters to achieve the desired task. There are many neural network
architectures that were proposed for object detection and segmentation [Jiao, 2019]. They can be
classified into two categories: (1) one-stage object detector; objects are directly predicted from
images, and (2) two-stage object detectors; the neural network generates proposals, each one is
then classified to obtain predicted objects. To have lighter training in terms of required time
and dataset size, transfer learning is used. It consists in loading parameters of already trained
neural network on big dataset into a new neural network that must be trained for a specific task.
My proposed approaches are based on Faster R-CNN [Ren, 2015] which is a state-of-art neural
network, it has two-stage architecture and can be extended to perform object segmentation.

Dense scenes correspond to scenes where many objects are present and close to each other.
Detecting objects in such situation could be challenging due to high object occlusion. In dense
scenes, some objects are partially hidden by others, thus there is a loss in information compared
to visible objects. According to used method, partially hidden objects could be missed and
accuracy could be degraded. The famous case of dense scenes that are dealt with is scenes
of human crowd. In fact, among the main tasks for which computer vision is used is the
detection of pedestrians and humans in street in general, this is particularly important for
security surveillance or self driving. There are proposed deep learning approaches to resolve this
type of issues. The main idea used to resolve this problematic, is to detect different parts or
corners of a human body to avoid missing a human when only some of its parts are visible. To
achieve this detection, additional annotations corresponding to human parts are usually needed.
I propose to resolve the issue without using additional annotations. My approach is based on
Faster R-CNN neural network used for object detection. The limit of the standard architecture
is that it predicts objects from their centers, it means that objects whose centers are visible

3



Chapter 1. Introduction

have more probability to be detected. I propose to add branches to the neural network to
detect partially hidden objects. Compared to standard Faster R-CNN, my approach increases
the detection accuracy up to +10%.

Another interesting issue to handle when detecting objects using computer vision and ma-
chine learning is nested object detection. In fact, there are use cases where detecting objects
inside others is needed. For example, detecting faces and eyes is important for human detection,
face identification and emotion detection. This problem can be seen as multi-class detection, it
corresponds to the task of detecting objects of different types in an image. Almost all object
detection approaches based on deep learning like Faster R-CNN handles multi-class detection.
But this kind of approaches can be limited in case the objects to detect are very different in size,
shape, and occurrence rate. When the type of objects is very different, the detector has more
difficulties to extract from images specific information to each object type. A difference in oc-
currence rate is also a factor that can make training an object detector for multi-class detection
impossible. When an object is constantly present in all images, but the nested object is rarely
present inside the first object, it is practically not easy to build an annotated dataset for both
object types. To overcome these two limits, a detection sequence could be considered, the largest
object is detected first then another detection is performed to detect the eventual inner object.
This structure could be achieved through two different neural networks trained on two different
specific datasets. This approach consumes time and resources. I propose to perform detection
of nested objects by training one neural network that provides bounding boxes for enclosing
objects and region pixels for internal objects. My approach is based on Mask R-CNN [He, 2017]
architecture which is an extension of Faster R-CNN. Instead of segmenting the main object, the
segmentation branch segments inner objects. The backbone features that should be forwarded
to the segmentation layers are carefully chosen to obtain a neural network capable of detecting
nested objects without loss of accuracy compared to two separate neural networks.

Bees are very important for the human life. In addition to be the source of interesting
products like honey and royal jelly, they participate in food production through pollination.
Therefore protecting bee health is a paramount necessity for human being. Nowadays, the bee
health is deteriorated because of different factors: pesticides, pollution, parasites spread ...

Fortunately, the advance of human being in science does not just have drawbacks, thanks
to this advance, many problems are solved, artificial intelligence and image processing are good
examples of advances that bring automatism and efficiency. The increase of computer resources
and execution speed helps us to perform many tasks rapidly and precisely, like detecting intruders
or self driving. We can benefit from this type of technologies to handle bee issues.

Among the main problems that the bee encouter is varroa infestation. The term "bee" is
commonly used to name the "Apis Mellifera" (also named "European bee") which is subspecies
of the group of insects "Bee" or "Anthophila" [Moisset, 2021]. In this manuscript, "bee" term is
used for "Apis Mellifera". Varroa is a small parasite that attack bees, it causes the diminution of
bee number and economic losses. I think that the first infestations started in southeast Asia. In
this region, the varroa parasite was living with its original host "Apis cerana" (subspecies of "An-
thophila") without causing any issue. To produce more honey, European bees were transferred
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to that region, and varroa meets for the first time "Apis Mellifera". Being more vulnerable,
bees suffer a lot from this parasite. Due to bee transfer and economic exchange of bee colonies,
the spread of varroa was quick. It has reached almost all countries. Varroa infestation is now
considered as a worldwide problem [Reid, 2004]. Poor bees have their own Covid that must be
dealt with urgently to avoid the decrease of number of bees and deterioration of their health.
These small creatures need human help and compassion. Either way, if we do not have any
compassion to animals, we still must protect them as their life is crucial for our existence.

Neural networks are among the main technologies behind many advances in different do-
mains. They are already being used in industry to automate production tasks and improve
efficiency. In recent years, they started to be used in agriculture, nevertheless its utilization
remains still limited compared to the potential and capacity that neural networks have. Espe-
cially in beekeeping domain where technology is rarely used. In this manuscript, I demonstrate
an aspect of using neural networks as an efficient tool that can participate in protecting bees
against varroas.

Beekeepers should monitor the health of their bee colonies. They have to estimate the size of
their colonies and check the existence of parasites such as varroas. In fact, the varroa infestation
level is an important parameter to monitor for beekeepers to be aware of the health status of
their apiaries. In case this level exceeds defined thresholds, specific treatment and actions are
triggered [David, 2006]. Computer vision methods based on deep learning could help beekeepers
to automate monitoring tasks. I propose to use neural networks to detect bees in images and
count varroas on them. To achieve this objective, I must deal with high density constraint. In
fact, images of bee frames contain usually many bees that are close to each others, detection
in this situation could be challenging. Detecting objects from corners is the approach that I
suggest to overcome this issue. Varroas are present on bees, the probability of their occurrence
is very rare compared to bees. To deal with detecting two nested objects using only one neural
network, I propose to adapt Mask R-CNN structure and training.

To validate the corner approach dedicated for dense scenes, I have trained proposed neural
network on public dataset Crowd Human. The obtained results have confirmed the relevance of
the approach and its capability to detect partially hidden objects.

My proposed approaches are originally proposed for bee and varroa detection. As they are
based on deep learning, training and evaluation dataset are required. I have constructed image
set of bee frames. I have annotated it by bee and varroa positions using different annotating
tools. I have also developed code to convert annotations to the expected format by the used
library Detectron. My approaches, training and evaluating processing are coded under Detectron
library which proposes implementation of different neural networks of computer vision. This
library has the advantage to be extensible and well documented. To evaluate the accuracy of
proposed approaches, I selected relevant standard metrics: average precision, average recall and
mean average precision.

This manuscript represents the detailed description of my research work realized during my
thesis preparation. To carry out my research work, I have followed a scientific methodology.
The first task was to define clearly my problematic to deal with. This means understanding the
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Chapter 1. Introduction

context of the thesis and its scopes. Then I have searched for existing methods and approaches
that deal with similar objectives. After that, I selected the tools to build my datasets and
approaches. After the implementation phase, I performed an evaluation step to assess the
relevance of my proposed approaches.

After brief introduction, Chapter 2 presents the context of my research. Then, in Chapter 3, I
present definitions related to computer vision and describe approaches used for object detection.
In the next chapter, Chapter 4, I explain the conditions of my implementations and tests. After
that, in Chapter 5, I explain my first contribution consisting in detecting objects from their
corners. Then, in Chapter 6, I explain the second contribution proposed to detect nested objects.
Finally, in Chapter 7, I present some experiments carried out to validate my results.
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Chapter 2
Context

L’abeille est un insecte important pour l’humanité. Elle est source de produits béné-
fiques comme le miel, et assure la pollinisation. Les semences de 84% des espèces
cultivées de l’UE dépendent de la pollinisation. L’apiculture constitue l’ensemble
des tâches qui permettent d’élever les abeilles afin d’exploiter leurs produits. Les
abeilles sont souvent hébergées dans des ruches artificielles conçues pour optimiser
la production. Ces dernières années, les abeilles souffrent d’un taux élevé de mortal-
ité qui est la cause de différents facteurs: contamination par des produits chimiques,
utilisation des pesticides, infestation par le varroa, changement climatique.
Afin de protéger les abeilles et aider les apiculteurs dans leurs tâches, le projet PNAPI
a été créé par ITSAP et EFREI Paris, en s’alliant avec d’autres partenaires spécial-
isés dans l’apiculture. L’objectif du projet est de construire une plateforme d’aide
aux apiculteurs. Ce système accompagne, particulièrement, les apiculteurs dans leurs
tâches de comptage de varroas, en offrant des méthodes automatisées de collection,
de sauvegarde et d’analyse de données. En effet, les méthodes classiques de comptage
de varroas se basent soient sur le prélèvement d’un échantillon d’abeilles ou de larves
ou l’utilisation d’une lange graissée au dessous de la ruche pour collecter les varroas
tombés. Dans les deux cas, l’apiculteur doit compter manuellement les varroas pour
estimer le niveau d’infestation. Dans ma thèse, je propose d’employer les méth-
odes d’apprentissage profond pour faciliter le comptage automatique et améliorer sa
précision.

Résumé
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1. Introduction

1 Introduction

In this chapter, I present the context of my research. In Sections 2.2 and 2.3 I introduce
bee and beekeeping domains. Then, in Section 2.4, I describe the issues from which bees are
suffering. In Section 2.5, I present the project PNAPI that gave birth to my research work.
Then, in Section 2.6, I talk about the potential of technology in beekeeping domain. In the next
Section, 2.7, I explain the traditional ways used for counting varroas. Finally, I conclude the
chapter by a conclusion in Section 2.8.

2 Bee

We tend to believe that honey is provided by the insect called "Bee". But in reality this term or
"Anthophila" designates a set of flying insects sharing common characteristics such as pollination.
Indeed the honey that humans consume is produced by honey bees or "Apis" which are themselves
classified into several subclasses including "Apis mellifera" or "European bee" which is the species
the most exploited for breeding and honey production [Moisset, 2021][Rhoné, 2015].

A colony of bees is made up of insects of different types, each of which plays a particular
role; the "female" worker bee plays the most important role within the colony; namely cleaning,
feeding the larvae, building the cells, collecting nectar and pollen. The colony contains a queen
responsible for laying the eggs whose fertilization is the source of birth of new female bees.
Finally there are drones; these are the "males" who are born from the unfertilized eggs. Their
role is to fertilize the queen’s eggs to give birth to bees [Research, 2022].

Figure 2.1: Bee Classification 1

Figure 2.2: Female Bee 1

1https://species.wikimedia.org/wiki/File:Apis_mellifera_carnica_worker_hive_entrance_2.jpg
2https://fr.wikipedia.org/wiki/Faux_bourdon#/media/Fichier:Drohn_im_Flug_08-3.jpg
3https://coteruche.com/blog/p-le-marqage-de-la-reine-des-abeilles
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Figure 2.3: Drone "Male" 2
Figure 2.4: Queen bee 3

3 Beekeeping

Beekeeping is a set of skills aimed at breeding honey bees in order to exploit their products,
which are honey, wax, royal jelly, pollen and propolis [McGregor, 2022]. The breeding of bees
consists of using techniques and methods that preserve the colony from death, keep it healthy
and protect it against diseases and predators in order to increase the productivity of bees in
terms of the quantity of its products. The bees are bred in a hive set up by the beekeeper to
house a colony of bees. The work of a beekeeper is mainly composed of actions in the field; like
visits to check the health state of the colony, treatments, some specific maneuvers to protect the
colony against the cold, introducing new bees into colonies, transporting hives from location to
another ... These actions are usually planned according to the beekeeper calendar.

Figure 2.5: Bee Hives 4

4 Bee Issues

Recently, the beekeeping industry is threatened by a decline in the number of bee populations
and a drop in production. Beekeepers grapple with many issues related to the health of bee

4https://commons.wikimedia.org/wiki/File:Beehives_in_Mankato,_Minnesota.jpg
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colonies. Scientific work is focused on a deep understanding of the causes of these phenomena
in order to help beekeepers make the right decisions [Latioui, 2020]. In France, a study on the
mortality rate of bee colonies during the winter of 2020-2021 was carried out with more than
17,000 participating beekeepers 5.

Figure 2.6 gives the estimate of the winter mortality rates of bee colonies in France. In
general, the death rate is estimated at 24,8%.

It is now evident that environmental pollution and climate change are a great danger to
our planet. Experts have confirmed that they pose a very dangerous threat to many species of
terrestrial and marine fauna. However, the death of the bee population necessary for pollination
is considered the most important warning for humans.

Figure 2.6: Winter mortality rates of bee colonies in France from ESA Platform

The bee is experiencing more and more problems related to its state of health, these issues
engenders Colony Collapse Syndrome phenomena. It is the sudden death of a colony of bees
due to a lack of adult bees in the hive. The mortality rate increased from 5% in 1990 to 30% in
2018 [Déborah, 2020][Pailloux, 2018]. The exact causes of this syndrome are unknown but some
factors are suspected [Hood, 2020][Calavas, 2018]:

• Chemical contamination

• Use of pesticides

• Infection of bees by "varroa destructor" parasites

• Climate change

• Intensive farming
5Platform ESA. Mortality of bee colonies during winter 2020-2021, preliminary descriptive results for metropoli-

tan France. Accessed: 2022-07-25 https://www.plateforme-esa.fr/sites/default/files/ENMHA_2020-2021_
r%C3%A9sultats_pr%C3%A9liminaires_0.pdf
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This syndrome has very heavy consequences on the economy; indeed the fragile health of
the bees implies a diminution of honey quantities [FranceAgriMer, 2015][FranceAgriMer, 2017]
produced by the bee, therefore an increase in price. In addition, since a significant part of
the pollination of food crops is provided by bees, the syndrome generates enormous financial
expenses to compensate for the drop in natural pollination activity.

5 PNAPI Project

The technical and scientific institute of beekeeping and pollination (ITSAP) works for the de-
velopment of the beekeeping sector by carrying out applied research, assisting beekeepers and
participating in the creation of services that improve yields and supporting beekeeping ac-
tors [ITSAP, 2020]. In 2019, it created a partnership with EFREI Paris school, and other
partners specialized in beekeeping domain, and participated in a call for projects funded by the
Ministry of Agriculture. The project is called PNAPI 6, it has been accepted with CASDAR7

funding 8. The overall objective is to develop a platform to collect and manage data from bee-
keepers, and to assist them in their decision-making. My thesis is a sub-project of PNAPI, it
consists in using advanced techniques of artificial intelligence and computer vision to evaluate
the number of destructive parasites (varroa) present in a hive and obtain the infestation level of
a bee colony. After that, this information will be coupled with other information related to the
environment of the hives in order to help with the diagnosis given by the support platform for
beekeepers.

Figure 2.7: PNAPI Project Partners

6French: Plateforme numérique d’Accompagnement des APIculteurs, English: Digital Support Platform for
Beekeepers

7CASDAR project number 18ART1831 (from 2019 to 2022)
8French: Compte d’Affectation Spéciale pour Développement Agricole et Rural, English: Special Appropriation

Account for Agriculture and Rural Development
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6 Technology in Beekeeping

Technology has become an important tool allowing humans to optimize their actions, increase
yields and analyze phenomena. With this in mind, agriculture 4.0 is beginning to be born and see
the light of day; it is a question of imitating other fields such as industry where technology has
become an essential tool with undeniable added value. Indeed, communication and information
technologies are becoming more of a necessity than an added value, because of the growing
complexity of the systems to be managed. Beekeeping is an example; it is a field of interactions of
several and different actors and of massive and heterogeneous data, information and knowledge.

The introduction of technological and computer tools in the field of beekeeping would have
multiple advantages; both in terms of information collection and decision-making:

• Data collection: the automation made possible by ICT (communication and information
technologies) allows efficient, rapid and less costly collection of massive data. These can
be cleaned and structured in order to extract useful information for the beekeeper.

• Decision-making: ICT (communication and information technologies) can support the
beekeeper in the decision-making phase thanks to graphical interfaces allowing the analysis
of the data collected and presenting relevant indicators, and decision support functionalities
which send recommendations and alerts using artificial intelligence algorithms.

Among the possible uses of technology in the field of beekeeping is image processing. Indeed,
as it is the case for most areas of agriculture, observation is an essential activity that gener-
ally serves to identify the presence of problems or estimate the number or quantity of certain
elements. For example, the beekeeper is led to observe the frames of the hive, estimate the
number of bees and identify viruses or parasites. The exploitation of technological advances in
image processing in beekeeping could therefore have interesting results in terms of efficiency and
precision.

7 Varroa Counting

The varroa or more precisely the "varroa destructor" is a species of parasites native to Southeast
Asia. It attacks the bee Apis mellifera and is considered among the main causes of colony
collapse disorder of bees [Reid, 2004]. The varroa is positioned either inside the brood to attack
the bee when it still is larva or nymph, or on the back of the adult bees. In the latter case the
varroa is called phoretic varroa.

In order to treat bees against varroa mites, the beekeeper must first estimate the percentage of
infestation, indeed there are critical thresholds of parasite pressure or percentage of infestation
that should not be exceeded, these thresholds depend on the season of the year and trigger
adequate treatments in order to maintain an acceptable pressure and avoid the death of the
colony.

There are three types of Varroa:
9https://beeheater.com/index.php/our-story/
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Figure 2.8: Varroa on a bee back (Phoretic Varroa) 9

• those located inside brood,

• those located on the back of adult bees (called phoretic varroa),

• varroa mites falling from the hive due to aging.

For each type of varroa, there is a different counting method. Generally, estimating the
number of varroa mites in the hive is based on counting varroa mites of a particular type.

With regard to brood varroa, a method called "uncapping the male brood" is used, which
consists of collecting about 200 male brood nymphs using a comb and counting the pink dots
corresponding to the varroa. If more than 50% of the male brood is infested, it means that the
colony is in danger and treatment must be carried out [Défense Sanitaire Apicole du Var, 2022].

Figure 2.9: Comb used for uncapping the male brood 10

Phoretic mites are counted using two different methods:

• Alcohol wash (lethal to bees)
10https://gdsa83.fr/evaluation-varroa/
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• Icing sugar wash (not lethal to bees)

In both cases, a sample of bees is taken and placed in a special container to which alcohol or
icing sugar is added depending on the chosen method. The objective is to be able to separate
the bees from the varroa mites in order to count the number of varroa mites on the sample to
deduce an estimate of the percentage of infestation in the hive. The limit values of infected
adult bees percentage are between 1% and 5% according to the current season and colony stage.
When the limit is exceeded a control must be carried out by the beekeeper [Défense Sanitaire
Apicole du Var, 2022].

In order to calculate the number of varroa mites that fall from the hive, the "sticky board" or
"greased diaper" method is used. The beekeeper puts a board under the hive, after a number of
days varying between 3 to 7 days, he/she revisits the hive to count the number of varroa mites
that have fallen on the diaper due to natural fall. The daily fall is calculated by dividing the
number of varroa mites by the number of days between the two visits. Subsequently, the level of
infestation and its criticality can be deduced from the number of falls per day. The limit values
of fallen varroa number per day are between 1/2 and 25 according to the current season and
colony stage. When the limit is exceeded a control must be carried out by the beekeeper [Défense
Sanitaire Apicole du Var, 2022][Pierred, 2018].

Figure 2.10: Counting fallen varroas on sticky board 11

Counting varroa mites is a difficult task to do manually and the result of counting on a sticky
board is often not very accurate.

Thanks to technological progress, counting tasks can be automated and carried out by ma-
chines and by exploiting image processing algorithms. Thus the estimation of the level of varroa
infestation of a colony can be achieved by taking a photo using a camera and using a computer
providing an algorithm capable of detecting bees and varroa mites and counting them from
images.

11https://gdsa83.fr/evaluation-varroa/
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8 Conclusion

In this chapter I have seen the context of my research. The subject is related to bee domain, it
is a part of a bigger project called PNAPI that aims to help beekeepers in their tasks in order
to increase production and protect bees. The objective of my thesis is proposing approaches
based on computer vision techniques, to detect bees and varroas to monitor the infestation
level. Although the subject is related to bees, it remains only an application as the proposed
approaches can be extended to other domains.
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Chapter 3
State of the Art

La vision par ordinateur constitue l’ensemble des traitements qui sont réalisés sur
des images ou des vidéos pour en extraire des informations utiles. Une image est
une matrice à deux dimensions, chaque point appelé pixel, correspond à une région
unitaire de la scène et possède une information de couleur.
On peut classifier les méthodes de reconnaissance en deux catégories: la prédiction
d’un rectangle entourant l’objet (appelé boîte englobante) et la prédiction des pixels
correspondant à l’objet.
Afin d’extraire des informations depuis les images, des traitements élémentaires sont
exécutés sur chaque pixel. Parmi les traitements classiques, on retrouve le filtrage
et la convolution qui consistent à réaliser un produit de convolution entre une ma-
trice, appelée noyau, et l’entourage de chaque pixel. Ces méthodes d’extraction
permettent de produire un ensemble de caractéristiques pour chaque image. La
prédiction d’objets est réalisée à partir de cet ensemble. Généralement, il existe
deux manières de réaliser la reconnaissance, en utilisant soit un algorithme classique
de traitement d’image, soit une méthode d’apprentissage. Je m’intéresse dans ma
thèse à la deuxième car elle est indépendante de la nature des données à traiter.
L’apprentissage profond permet d’automatiser toutes les opérations de reconnais-
sance d’objet, à savoir l’extraction des caractéristiques et l’étape de prédiction des
objets. Cela est permis grâce aux structures de réseaux de neurones.
On peut classifier les détecteurs d’objets basés sur l’apprentissage profond en deux
catégories. Il y a les détecteurs à une seule étape, comme SSD et YOLO, qui détectent
directement les objets à partir des ensembles de caractéristiques extraits de l’image
d’entrée. Les détecteurs à deux étapes, comme R-FCN et Faster R-CNN, génèrent
d’abord des propositions, puis chaque proposition est classifiée pour déterminer si
elle correspond à un objet réel ou pas.

Résumé
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J’ai utilisé le réseau Faster R-CNN pour implémenter mes approches. Ce choix se
justifie en raison de la performance de ce réseau de neurones qui se base sur le principe
des ancres. En effet, Faster R-CNN est composé de trois parties principales: le
"backbone" qui extrait les caractéristiques de l’image d’entrée. Puis RPN, ou réseau
des propositions régionales, qui génère des boîtes englobantes à classifier. Cette
génération se base sur l’utilisation des ancres qui représentent des boîtes englobantes
générées pour chaque point de l’ensemble de caractéristiques. RPN prédit pour
chaque ancre un score donnant la probabilité que l’ancre corresponde à un objet réel
et des coordonnées permettant de décaler et corriger la position de la boîte. Les boîtes
générées sont ensuite fournies au troisième composant de Faster R-CNN: "box head".
Ce sous-réseau de neurones, en se servant d’une couche commune (ROI pooling),
extrait les caractéristiques correspondant à chaque boîte proposée, puis à l’aide des
couches complètement connectées, un score et des coordonnées de décalage sont de
nouveau prédits. Afin de détecter des objets de différentes tailles, le backbone FPN
(Feature Pyramid Networks: Réseaux de Pyramide de Caractéristiques) est utilisé, il
génère plusieurs ensembles de caractéristiques de différentes tailles à partir de l’image
d’entrée.
En ce qui concerne la détection d’abeilles et de varroas à partir des images, il y a
différentes approches qui ont été proposées. Les principales limites de ces approches
sont : utilisation des équipements spécifiques au niveau de la ruche, non traitement
des cas d’occlusion, méthodes intrusives par rapport aux abeilles et des images util-
isées non réalistes.
Dans ma thèse, je propose d’étendre le réseau de neurones Faster R-CNN pour
améliorer la détection des objets imbriqués dans les scènes denses. L’approche est
valorisée par l’application de la détection d’abeilles et de varroas utilisant une base
d’images de cadre d’abeilles annotées.

Résumé
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Chapter 3. State of the Art

1 Introduction

In this chapter, I present the state of the art related to my subject. In Section 3.2, I give
definitions of some important concepts concerning computer vision and image processing. In
Section 3.3, I define object recognition and its different tasks, I also present the types of methods
used to perform these tasks. Then, as my objective is to detect bees and varroas from 2D images,
I focus on methods based on artificial intelligence used for object detection in Section 3.4. In
Section 3.5, I cite existing approaches proposed for varroa and bee detection.

2 Computer Vision and Image Understanding

Computer vision is a scientific field which deals with image processing by computers in order to
extract valuable information. It can be defined as the set of methods used for simulating human
visual system. Computer vision contains different sub-domains:

• Scene reconstruction

• Action recognition

• Object recognition

• Object tracking

• Human pose estimation

• ...

The data that computer vision handles can be static scenes (images) or dynamic scenes
(videos). Each scene is stored as 2D matrix. The points of this matrix are called pixels, each
one corresponds to a real quantized region. The value of the pixel is its color, it can be one value
or multi-dimensional value. The most used color system is RGB (Red, Green and Blue). In this
case, each pixel has three values between 0 and 255 representing these colors. In fact visible
colors can be generated by computer screens by additive mixing red, green and blue lights at
different intensities.

Another interesting format of representing a 2 dimensional image is to use cube format. An
image contains three dimensions: height, width and channels. Each channel corresponds to a
different color (red, green or blue).

A digital image represents a real scene. A human, thanks to his brain, can extract informa-
tion from an image to make decisions. According to the task that he has to fulfill, he understands
differently the content of the image (objects presents in the image, their locations, their charac-
teristics ...). To achieve this understanding on computers, the image passes through successive
steps, each one extracting information of higher level.

Among the tasks that are possible in the context of computer vision, there are tasks related
to object recognition. For this type of tasks, the computer should detect the presence of objects
in an image and their positions.
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Figure 3.1: RGB image: each cell represents an image pixel, the first line of each cell is red
intensity, the second line is green intensity and third line is blue intensity

Figure 3.2: RGB image channels, each channel corresponds to different color: red, green or blue
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3 Object Recognition

Object recognition consists of recognizing objects from a 2D image. Each object is defined by a
region or a set of pixels.

Image Classification The most basic task is classification. The image given at this task
contains or not an object of different predefined classes (e.g. car, person, table, dog). The task
must predict the presence of the object and its class.

Figure 3.3: Image classification task: find the class of the input image

Object Localization A more advanced task is to detect the location of the object in the image
in addition to its class. A rectangle called bounding box surrounding the object is predicted.

Figure 3.4: Image localization task: find the class of the input image and the location of the
object

Image segmentation It is similar to object localization task, but rather than predicting a
bounding box surrounding the object, the precise region of pixels corresponding to the object is
predicted.

Object detection It consists in detecting multiple objects in the image. For each object, the
task must predict its location by providing a bounding box and its class.

Instance segmentation It performs object detection, and predicts also for each object the
region of pixels corresponding to the predicted object.

1https://www.researchgate.net/publication/337830238_Waterfall_Atrous_Spatial_Pooling_
Architecture_for_Efficient_Semantic_Segmentation/figures?lo=1

2https://pixabay.com/photos/pets-cat-dog-animals-mammals-3715733/

22

https://www.researchgate.net/publication/337830238_Waterfall_Atrous_Spatial_Pooling_Architecture_for_Efficient_Semantic_Segmentation/figures?lo=1
https://www.researchgate.net/publication/337830238_Waterfall_Atrous_Spatial_Pooling_Architecture_for_Efficient_Semantic_Segmentation/figures?lo=1
https://pixabay.com/photos/pets-cat-dog-animals-mammals-3715733/


3. Object Recognition

Figure 3.5: Image segmentation task: find object pixels 1

Figure 3.6: Object detection task: find object locations and their classes 2

Figure 3.7: Instance segmentation task: find object locations, their classes, and their pixel
regions
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Semantic segmentation It consists in classifying each pixel in an image, into different classes.

Figure 3.8: Semantic segmentation task: classify each pixel into different classes 3

Panoptic segmentation It is composed of instance segmentation and semantic segmentation.
There are two types of classes: the one used for classifying each pixel. And the ones used for
classifying object instances.

Figure 3.9: Panoptic segmentation task: detect object instances and classify each pixel 4

These tasks must process images to obtain the desired results, in Subsection 3.3.1, I explain
some basic operations that can be applied on images, in Subsection 3.3.2, I present some tra-
ditional methods used for object recognition. In Subsection 3.3.3, I introduce the concept of
feature extraction before explaining how machine learning is used to achieve object recognition
tasks in Subsection 3.3.4.

3https://medium.com/@wongsirikuln/cassava-semantic-segmentation-eac8e90f1940
4https://github.com/facebookresearch/detectron2
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3.1 Image Processing

The information extraction from an image could be impacted by some noises. In fact, in some
circumstances, the quality of the input image could be degraded due to different reasons: shad-
ows, lights, blur and so on. The image understanding could be more challenging in these kind
of situations. In general, to deal with this issue, a preprocessing step is performed to enhance
the quality of the image in regards to the desired task. In this section, I present some pro-
cessing methods that can be applied to an image to enhance its quality and make it ready for
information extraction.

3.1.1 Changing Color Space

The color space is the way of encoding colors. I have already presented the RGB space where
red, blue and green components are used to represent any color. There are many other color
spaces, among them there is HSV (hue, saturation and value) which is used in graphic domain
because of its similarity to the human perception. There are equations which transform data
from RGB space to HSV space and vice versa.

Figure 3.10: HSV color space 5

3.1.2 Image Filtering and Gradients

Image filtering is an important task that is used for image processing. It is a function that is
applied on the 2-dimensional data of an image, and outputs another 2-dimensional data. Let’s
consider an image of one channel (grayscale for example) I, I(x, y) is the value at (x, y), ω a
symmetric matrix of size (2k+1)∗(2k+1), andG a matrix defined byG(x, y) = Σk

i=−kΣk
j=−kω(k+

i, k + j)I(x+ i, y + j). The G matrix is called 2D convolution of kernel ω. It is used to modify
the distribution of the pixel values. A common example is to blur images [Li, 2021], this task

5https://www.pngwing.com/en/free-png-nhpas
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consists in diminishing pixel value differences by using a kernel which calculates mean of each
point and its surrounding. The opposite task is to increase differences by using gradient kernel.
This kind of kernels (e.g. Laplacian, Sobel) calculates values depending on x and y partial
derivatives which permits to extract differences between neighbour pixels. The gradient filters
have different application; for example detecting object edges [Kanopoulos, 1988][Bhairannawar,
2018].

3.1.3 Image Thresholding

To eliminate noisy data in an image, a simple thresholding could be efficient. It consists in
applying a simple rule on each pixel value based on its comparison with a predefined threshold
(e.g. if the value is less than the threshold, the value becomes 0, otherwise it becomes 1) [Sahoo,
1988]. Thresholding steps are generally performed on grayscale images and are part of whole
process which extracts valuable information from images.

3.1.4 Histogram Equalization

An image histogram is a distribution of colors in the image. It stores the number of occurrences
of each color value. The contrast of an image can be seen as the differences of the colors
in the image. When the contrast is high, the viewer differentiate colors more easily, and can
therefore understand its details more easily. To improve the contrast of an image, I use histogram
equalization method which stretches the image histogram [Patel, 2013].

Figure 3.11: Image Histogram: each color corresponds to a different channel: Red, Blue and
Green. Gray color corresponds to the image converted to grayscale image.
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Figure 3.12: Histogram Equalization: it increases image contrast

3.1.5 Morphological Transformation

A morphological transformation is an operation based on shapes. For each pixel, the output
value takes the value of its neighbour pixels based on a condition. Morphological operations
are normally performed on binary images (each pixel value is 0 or 1, 0 for background and
1 for foreground). The region of neighbour pixels that the operation should check for each
pixel is called kernel. The shape and size of the kernel are parameters of the operation. The
basic morphological transformations are erosion and dilation. Erosion erodes away foreground
boundaries. For each input pixel value, the output is 1 when all neighbour pixels values are 1,
otherwise it is 0. Dilation is the opposite of erosion, it dilates foreground boundaries by using
this condition: output value is 1 when at least one neighbour pixel value is 1, otherwise the
output is 0 [Paris, ].

Figure 3.13: Erosion and Dilation operations 6
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By combining these two morphological operations, I obtain other morphological operations.
Opening is an erosion followed by dilation, it is used for removing noises. Closing is a dilation
followed by erosion, it is used for closing small holes in foreground regions 11

Figure 3.14: Opening operation 6

Figure 3.15: Closing operation 6

3.2 Traditional Object Recognition Methods

After presenting object recognition tasks and describing some basic processing that are per-
formed on images before recognition, in this chapter I show some existing non AI methods that
perform this kind of tasks.

3.2.1 Template Matching

Template matching is a simple algorithm which detects a template in an image. It takes as
input a template corresponding to an object to find in the image, and the image where the
object should be found. It slides the template over the image. For each position, it performs a
mathematical operation to evaluate the distance between the template and the position neighbor
pixels. The output of template matching is a 2 dimensional map, each point value corresponds

6https://docs.opencv.org/4.x/d3/dbe/tutorial_opening_closing_hats.html
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to the level of matching. The location detection is obtained by performing a threshold on the
output [Cole, 2004].

3.2.2 Hough Transform

Hough transform is a method used for detecting parametric shapes in images. A parametric
shape is a shape whose points are defined according to an equation of image coordinates x and
y (y = m.x + c in case of a line, m and c being the line parameters). The Hough transform
is performed on binary image obtained in general by thresholding. The transform is based on
calculating for each parameter combination the number of image foreground points that satisfy
the shape equation. For example, in the case of a line, there are two parameters, the output
of Hough transform is 2 dimensional matrix, each dimension corresponds to a parameter, each
matrix value is the number of points passing by the line defined by the two parameters corre-
sponding to value column and row. The shape detection is performed by taking matrix values
that exceed a defined threshold, detected lines are obtained from the corresponding columns and
rows. The same principle is performed to other shapes like circles. In standard Hough trans-
form, for each parameter combination, all image foreground points should be checked, which
may cause a lot of computations. To overcome this issue, a probabilistic Hough Transform was
proposed, it takes in consideration a random subset of points [Fernandes, 2008].

3.2.3 Background Subtraction

Background subtraction is a simple method which detects foreground objects. It takes as input
two images, the image corresponding to the background scene, and an image containing the
objects to find, the background scene is subtracted from the object image, the result is thresh-
olded to obtain pixels corresponding to objects only. This technique is generally used to detect
moving objects in video captured by a static camera (e.g. pedestrians passing by a security
camera) [Vacavant, 2012].

3.2.4 Watershed

Watershed is an algorithm used for image segmentation. An image of one channel can be
considered as a topographic surface; it is defined by a function from 2D space to 1D space. A
topographic surface can be viewed as mountains. The peaks correspond to local maximum and
valleys correspond to local minimum. The idea of Watershed algorithm is to fill each valley with
water of different colors. The water filling causes the increase of water level, when it reaches a
local maximum, a barrier is built to avoid merging waters with different colors. These barriers
are the results of the segmentation. The barriers are therefore located at local maximum, and
should correspond to object boundaries. It is why Watershed is applied on the gradient of the
original image.

In general, an object is more complex than a surface of unique color, so it contains many
local maximum delimiting small regions in the object. The standard watershed would segment
these regions. To deal with these noises and irregularities in images, an alternative algorithm

29



Chapter 3. State of the Art

was proposed: marker-based Watershed. In this method, the valleys that can be merged are
marked with the same label, Watershed fills water starting from these marked regions, it uses a
different color for each label.

To illustrate how watershed is used, let’s take an example of an image containing some
objects. I want to find the pixels corresponding to object regions. These steps can be performed
to obtain the desired segmentation [Acharjya, 2012]:

• A threshold is applied to obtain a first binary image. I assume that the background has
lower intensity than foreground.

• Opening operation is performed to remove noises.

• Closing operation is performed to close holes.

• A dilation operation is performed to find background.

• An erosion or distance transform operation is performed to find foreground.

• At this step I have regions that I know for sure that they correspond to background, and
regions that I know for sure that they correspond to foreground. Of course, the background
regions are labeled with the same label. To identify each object pixel, a simple algorithm
is applied to obtain connected components, each labeled with a different color.

• Watershed is applied to obtain segmentation.

3.3 Feature Extraction

Features are relevant information extracted from raw data to perform certain computational
tasks. More precisely, in the domain of computer vision, features correspond to information
describing the content of the image. In fact, as we have seen earlier, an image is made of
raw values representing the intensity of colors in each pixel. This information is usually not
relevant to perform specific computer vision tasks like image classification or object detection.
Therefore, depending on the task to fulfill, specific features are extracted to get more interesting
information which is used to give the final result.

Features of an image could be global (information about the whole image) or local (the
properties for each region). For example, in object recognition tasks, a relevant feature could be
object corners as human vision is naturally based on this kind of data (among others) to detect
objects in visualized scenes.

3.3.1 SIFT

An object could be detected by finding the relevant points that define it. These points are
called key points. SIFT (Scale-invariant feature transform) algorithm extracts key points from
an image and calculates their characteristics to obtain features. The relevant points of an object

7https://www.kittenoverload.com/
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Figure 3.16: Classic steps performed to apply Watershed algorithm. "gray": input image in
grayscale. "threshold": result after performing threshold to extract foreground. "opening": result
after applying opening transformation to remove noise. "closing": result after applying closing
transformation to close holes. "background": result after applying dilatation transformation to
obtain sure background region. "distance transform": result after applying distance transform to
obtain sure foreground. "foreground": sure foreground region obtained after applying threshold
on last result. "unknown": region that should be marked by Watershed, it is simply the difference
between sure foreground and sure background. "markers": the segmentation result obtained after
applying Watershed algorithm
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Figure 3.17: A Feature extractor takes as input a 2D image, and outputs a vector of one
dimension or a matrix representing the relevant features of the image. In this schema, the
features are a vector of one dimension. 7

are in general points where the difference in intensity is high. To find them, a Difference of
Gaussians (DoG) is used. A Gaussian of an image is the result of applying a gaussian filter to it.
It has a parameter σ which is the radius of the smooting. Indeed, a gaussian with parameter σ
smooths the image and blurs it. It suppresses its peaks whose radius are less than σ. Difference
of Gaussians is the difference of two gaussians with different σ, the result keeps the peaks whose
radius are included between these two filter parameters. In fact, SIFT, uses a succession of
σ, each used for detecting peaks of different scales. The algorithm gets key points by finding
maximum local points.

Then, an orientation is assigned to each key point. A neighborhood is considered for each
key point, gradient vectors are calculated for each point in the neighborhood. Each vector has
its direction, the space of orientation is quantized to 10 intervals, and an histogram is calculated
from the direction occurrences, the orientation of the key point is the one with the largest number
of occurrences. To have more robust information, this calculation of orientation histograms is
repeated for the neighbour points (in this case orientation is calculated compared with respect to
the key point orientation), and the final key point descriptor is the concatenation of histogram
data [Lowe, 1999][Pascal Monasse, 2022].

3.3.2 Feature Matching

Features are used to perform tasks related to object recognition. For example, they can be used
to predict the location of an object in an image. I consider two images, the first one corresponds
to a scene, and the second one corresponds to an object to be found inside the scene. Key point
features are extracted from each image, and a comparison is performed between each couple of
features from the global scene and the query object. The best assignment corresponds to the
object found.

8https://docs.opencv.org/4.x/da/df5/tutorial_py_sift_intro.html
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Figure 3.18: SIFT algorithm: succession of DoG 8

Figure 3.19: SIFT algorithm: example of image key points 8

33



Chapter 3. State of the Art

3.4 Machine Learning

Feature engineering consists in designing and implementing methods for feature extraction. The
extracted features are given to algorithms which perform the desired tasks. A very common
class of methods that solve these needs is machine learning. They are particularly relevant in
the case where enough data exist. The objective of a machine learning algorithm is to learn how
to solve the task based on existing data. In case of computer vision and image understanding,
these data are images and eventual annotations. This set of data is called training set, the
annotations are in general the correct results of the task applied on the training images. They
are called labels and are usually provided through a human labeling step. Supervised learning
deals with problems with labels, and unsupervised learning deals with problems with unlabeled
data.

3.4.1 KNN

It is a simple supervised learning algorithm dedicated to classification tasks. There is a set of
training images, for each image we know its correct class (called ground truth). The algorithm
should predict the class of a new image. First, features are calculated for each training image and
stored with their corresponding labels. To predict the class of a new image, k-Nearest Neighbour
calculates its features and finds the k (k is a predefined parameter of the algorithm) nearest
training features to it by using a defined metric like the Euclidean distance, the result label is
the one that is repeated the most among the labels corresponding to the retrieved features. The
user must choose or design the best feature extractor according to the desired task.

3.4.2 SVM

Support Vector Machines or SVM is a well known machine learning algorithm for supervised
learning. It is used for classifying data points into classes. It deals with linearly separable data.
We consider some data included in RN , each element is assigned a class among two classes,
the elements of this set are linearly separable when there is an hyperplane that separates the
elements of each class.

The objective of SVM is to find this hyperplane using a specific mathematical equation and
an algorithm. During the inference time, it can predict the class of unseen data. In the case of
computer vision, the data used are features extracted from images, this extraction is carefully
chosen by the user according to the task that should be solved. There are other approaches
based on SVM that can be used in case of many classes and not linear problems.

3.4.3 K-Means Clustering

K-Means is a clustering algorithm used for unsupervised learning. We consider point data, the
objective is to find clusters or groups that separate well the data. This means that the points
in each group have relevant similarities with each other that they do not have with elements of

9https://dataanalyticspost.com/Lexique/svm/
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Figure 3.20: SVM algorithm 9

other groups. K-Means is an iterative algorithm, at each step, it takes the clusters generated
from the previous step, and for each one of them it calculates its centroid, then it generates a
new set of clusters; for each centroid it creates a cluster and fills it with the closest points to
the centroid. In the first step, centroids are chosen randomly from point data. The number of
clusters is a parameter of the algorithm. Again this algorithm is applied on features extracted
from images in case of image understanding. It can be used for example to classify images
without knowing their ground truth labels.

3.4.4 Neural Network

In the three previous algorithms, image feature extraction is needed before the application of
the algorithm. In fact, in this kind of approaches, the challenge is to find the relevant extractors
for the desired task. Neural Networks are complex operations that are applied to input data to
preform predictions by automatically extracting features. We consider a vector V belonging to
Rn (n is the size of vector V ), and a matrix W of size p × n, the result of this multiplication
W.V gives another vector O belonging to Rp (p is the size of output vector), this operation
is the main operation in neural networks. The vectors are called features or layers. To avoid
ambiguity, I will use the term "features" to mean the output vector of the matrix multiplication,
and the term "layer" to mean the matrix multiplication operation itself. Each feature dimension
value Oi is the result of multiplication of the ith line of W and the vector V , this operation can
be represented by a node (called also neuron). Each node is connected to all input dimensions,
and has one output, the concatenation of all outputs give the final layer output. The matrix
values are learnable parameters of the neural network. They are called weights. These layers
can be stacked to obtain a multilayer neural network. In general, real models are composed of

10https://www.oreilly.com/
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Figure 3.21: Neural Network composed by three layers: input layer, hidden layer and output
layer. The input layer provides the input data. The hidden layer calculates intermediate data
by multiplying matrix W (1) and input data. The output layer calculates the output data by
multiplying matrix W (2) and intermediate data 10

many consecutive layers, in this case, we deal with deep structures, unlike shallow models. This
kind of structures are the origin of the term "Deep Learning".

3.4.5 Biases

Biases are parameters used to calculate neuron outputs. Let b be a vector in Rp, the layer output
is W.V + b. As matrix weights, biases are learnable parameters of the neural network.

3.4.6 Activation Function

The matrix operations are linear, but in general problems that we solve are not linear, it is
why other non-linear operations are applied on the result of the matrix multiplication. These
functions are called activation functions. The function is applied on each neuron output.

3.4.7 Training

The final result of the operations is information that we want to predict (classification or seg-
mentation for example). To perform the learning, a function called loss is applied on the neural
network results and ground truth data, this function is chosen so as to represent the distance
between two information. The objective of the learning is to minimize the loss by changing
parameter values. There are different algorithms for minimizing loss quantity, but they use the
same mechanism; backward propagation. At each step, the forward pass is performed, it means
that the operations are applied on the input data. Then the loss is calculated to compare the
final output and ground truth information, and the backward propagation is launched: the aim

11https://medium.com/@aborundiya/activation-function-for-multi-layer-neural-networks-a07ac473f69e
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Figure 3.22: Simple neural network of one layer, the output dimension is one, the activation
function is applied after applying weights and biases on the input 11

of this phase is to calculate partial deviations of the loss compared to the network parameters,
to accomplish that, it calculates the derivatives of the last layer, then the previous one are cal-
culated based on the last one, and so on. The parameter updates are performed according to
calculated derivatives.

3.4.8 Convolutional Neural Network

The previous neural networks are fully connected; each node of a layer is connected to all nodes
of the next layer, and for each connection there is a parameter that should be learnt. This
rapidly multiplies the number of parameters in the neural networks and make it harder to train
and store in machines.

In the case of images, if we consider each pixel a node of the neural network, in a layer, the
information that we want to extract from each pixel region is likely the same as the information
we want to extract from another pixel region (corners, edges, object presence), this is why
matrix parameters should be the same. Fully connected layers use different parameters for each
connection.

To solve these two issues, convolutional neural networks have been proposed, instead of
simple matrix multiplication, a convolution is calculated on the input data, the parameters to
learn are the convolution parameters. We consider a 2D data I of Cinput channels (3 in case of
RGB image), Ic is the cth channel, an output 2D data O of Coutput channels, a list of kernels
K(0≤o<Coutput,0≤i<Cinput), and a list of biases b(0≤o<Coutput), O is the the result of the convolution
using kernels K on I when for each o in [0, Coutput[ Oo = bo +

∑Cinput

i=0 K(o,i) ∗ Ii, where "∗" is
the convolution operator defined by (W ∗ ω)(x, y) = Σk

i=−kΣk
j=−kω(i, j)W (x− i, y − j) (W is a

matrix and ω is a kernel matrix).
This kind of operation has the characteristic to be spatial invariant, this means that the

applied operation does not depend on the region where it is applied. Convolutions are particu-
larly used to extract spatial features from images (corners, edges, specific patterns). In practice,
neural networks processing images are composed of a succession of convolution layers, the first
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extracting detailed data such as edges, the last layers extracting more semantic data such as
object presence. In some cases, depending on the task to perform, fully connected layers are used
after convolutional layers to extract global information from images used for example for classi-
fication tasks. Therefore instead of using a static algorithm for extracting features, the learning
algorithm find the best extractor parameters, only the architecture of the neural network should
be designed by the user.

Figure 3.23: Illustration of convolution operation on 2D data. To be able to perform convolution
on the matrix ends, a padding is added to input depending on kernel size. 12

Among the main layers that are used in neural networks for image processing are the pooling
layers. They are used to reduce the size of data and noises, the layer takes as input a feature
map, it divides it into a defined number of regions according to the desired output size. For
each region it aggregates its information using a defined function (maximum, average ...). This
operation is performed for each input channel. As output, we obtain a feature map of same
number of channels and reduced in size.

Figure 3.24: 2D Max Pooling 13

12https://medium.com/analytics-vidhya/
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3.4.9 Neural Network for Image Classification

The most basic task related to image processing using machine learning is image classification.
To perform this task, a neural network composed of convolution layers and fully connected layers
is used. The input image is given to neural network, it passes through a stack of convolutions
which extract relevant features. This information is then given to a fully connected layer for
classification into different classes. In general each convolutional layer is followed by an activation
function like ReLU and a pooling layer to reduce size.

Figure 3.25: A neural network for classifying images into "Cat" and "Non-Cat" according to
whether the input image contains a cat or not 14

4 Object Detection using Machine Learning

After explaining how deep learning and neural networks are used to perform computer vision
tasks, I focus in this section on existing neural network architectures proposed for object detec-
tion tasks. There are two types of object detectors: two stage detectors presented in Subsec-
tion 3.4.1, and one stage detectors presented in Subsection 3.4.2. As my research is based also on
segmenting objects, I talk about this subject in Subsection 3.4.3. Then I define transfer learning
in Subsection 3.4.4, as it is an important concept used in object detection and segmentation.
Finally, in Subsection 3.4.5, I concentrate on Faster R-CNN neural network architecture. My
research is based on extending this architecture.

4.1 Two Stage Object Detection

Two stage object detection is an approach of detecting objects using two phases ; generate
proposals then classify them.

13https://betterprogramming.pub/introduction-to-deep-learning-part-ii-f37f2794715a
14https://www.codeproject.com/Articles/5160467/Image-Classification-Using-Neural-Networks-in-NET

39

https://betterprogramming.pub/introduction-to-deep-learning-part-ii-f37f2794715a
https://www.codeproject.com/Articles/5160467/Image-Classification-Using-Neural-Networks-in-NET
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Figure 3.26: General Structure of two stage object detector

4.1.1 R-CNN

R-CNN is based on the selective search vision algorithm which generates proposals that are
provided to a convolutional network which checks whether proposal are real objects and performs
a classification [Girshick, 2014]. But this detector suffers from some limits:

• Feature extraction should be performed for each proposal in the image, which makes the
prediction slow.

• Proposals are warped to respect the CNN input size constraint. Warping could lead to
information loss and bad prediction.

• Two different structures are used, a neural network for extracting features and SVM to
classify features into output classes. Therefore two training must be performed.

• Selective Search is a non trainable algorithm. The proposal generation is therefore not
adaptable to the type of images.

Figure 3.27: R-CNN neural network [Girshick, 2014]

4.1.2 Fast R-CNN

Fast-RCNN improves object detection by using a ROI pooling layer responsible for extracting
features from shared feature maps instead of calculating feature map for each proposal [Girshick,

15https://learnopencv.com/selective-search-for-object-detection-cpp-python/
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Figure 3.28: Selective Search iterative algorithm 15

2015]. In addition, it uses a Softmax layer for classification instead of SVM to have one end to
end trainable neural network.

4.1.3 Faster R-CNN

Faster R-CNN uses the RPN neural network as a proposal generator [Ren, 2015]. This archi-
tecture allows learning to predict object bounding boxes, without relying on a static computer
vision algorithm like selective search.

4.1.4 R-FCN

R-FCN is a two stage object detection neural network built only by convolutional layers, the
principle is to use many feature maps, each of which contains information about different object
regions [Dai, 2016].

Figure 3.29: Fast R-CNN neural network [Girshick, 2015]
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4.2 One Stage Object Detection

One stage object detectors predict object boxes and classes directly from the image features
without generating proposals. Therefore, one stage object detectors are faster and less resource
greedy than two stage detectors, but in general less accurate.

Figure 3.30: General Structure of one stage object detector

SSD and YOLO are the state-of-art neural networks that detect objects without generat-
ing proposals [Liu, 2016][Redmon, 2016]. The drawback of these approaches is the imbalance
between positive and negative examples during training, which leads to limited performance.
To overcome this issue, RetinaNet has been proposed. Their authors suggest to use Focal loss
which increases the loss of misclassified object compared to well classified objects [Lin, 2017b].
CornerNet [Law, 2018] is an approach based on using heatmaps to predict corner embeddings
that are compared to each other to find corners of same objects. CenterNet detects the centers
of the object, from these center points it predicts bounding box offsets [Zhou, 2019a].

Figure 3.31: Corner Net neural network [Law, 2018]
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4.3 Segmentation

As seen previously, there are different types of segmentation: semantic segmentation, instance
segmentation and panoptic segmentation. There are different neural network architectures pro-
posed to deal with these tasks. Among the most common, there is Mask R-CNN [He, 2017]
dedicated to instance segmentation, it is an extension of Faster R-CNN, it adds a branch that
performs segmentation for each detected object. FCN [Long, 2015] (Fully Convolutional Net-
work) performs semantic segmentation, it uses a classification neural network structure, but
replaces fully connected layers by convolutions, and uses increasing layers like unpooling or de-
convolution [David, 2016]. U-Net [Ronneberger, 2015] is a well known architecture used mainly
in the medical field. It has a symmetric structure, the input image passes through classic convo-
lution layers to produce a feature map of reduced size, this feature map passes through increasing
layers to reach a size comparable to the input size, then each point is classified according to
whether it corresponds to an object region. To have better prediction, a residual structure is
used: the increase layers use generated outputs by downsampling layers as inputs.

Figure 3.32: Segmentation types 16

4.4 Transfer Learning

Neural networks are huge structures, the number of trainable parameters can reach millions.
Training all these parameters requires large datasets. In the case of tasks that contain very
limited datasets, already pre-trained networks are used. A pre-trained network is a network
that has been trained using huge datasets on a classification task. Transfer learning consists in

16https://www.researchgate.net
17https://towardsdatascience.com/nucleus-segmentation-using-u-net-eceb14a9ced4
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Figure 3.33: Mask R-CNN Neural Network [He, 2017]

Figure 3.34: FCN neural network

Figure 3.35: U-Net neural network 17
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recovering the values of the parameters obtained after this training, the parameters of the new
model to train on the new task are initialized with these values. In general the first layer values
are fixed since they extract generic information from images like edges, whereas the final layers
extract information specific to the desired task.

Figure 3.36: Public image datasets

4.5 Faster R-CNN Neural Network Architecture

As my research is mainly based on using Faster R-CNN and adding modifications to it, I will
explain this neural network more in details in this subsection.

4.5.1 General Architecture

Faster R-CNN is a two stage object detector. It is composed of several components. First, the
input image is processed by a backbone neural network which is responsible of extracting relevant
features. To achieve a good training, transfer learning is used, an already pretrained neural
network like ResNet [He, 2016] is used as backbone. In training phase, the parameters of the
network are updated to fit the specific detection task. After extracting the feature map from the
image, the result is passed to the regional proposal network (RPN), it generates proposals from
the feature map. To perform this generation, an intermediate convolutional layer is applied, then
two pieces of information are predicted, for each feature map point, a classification layer predicts
a score corresponding to the probability that the point corresponds to an object, a regression
layer predicts four offset coordinates which are used to infere the bounding box position. These
two pieces of information are combined to generate proposals. Each proposal is a bounding box
corresponding to a potential object. Proposals are then transferred to another neural network.
For each proposal, ROI pooling is performed to extract the corresponding region of the proposal
from the feature map produced by backbone, the output of this pooling is a feature map with a
fixed size. This information is processed by two consecutive fully connected layers to obtain flat
features of one dimension, the result is processed by a classification layer to filter only relevant
proposals, and a regression layer to correct the coordinates of the bounding box in the image.

45



Chapter 3. State of the Art

Figure 3.37: Faster R-CNN architecture

4.5.2 RPN

RPN or Regional Proposal Network generates from a feature map several proposals. A set of
bounding boxes of defined sizes and ratios is defined. These boxes are called anchors. For
each feature map point and for each anchor, RPN predicts two pieces of information, a score
and 4 offset coordinates. This is performed through a convolutional layer which calculates the
spatial information for each point, then two convolutional branches predict scores and offset
coordinates.

4.5.3 ROI Pooling

As seen earlier, pooling operations aggregate feature map information into a smaller feature
map. Region Of Interest Pooling aggregates bounding box information extracted from the
feature map to a fixed size feature map. In fact, in deep learning, due to training and fully
connected layer constraints, output size of each layer should be the same regardless of the input
data. Proposals have in general different sizes, for each one of them, the ROI pooling extracts
the corresponding region from the feature map extracted by the backbone, taking into account
the ratio between image size and feature map size since the proposal coordinates are expressed in
the image coordinate system. Each region is subdivided into N×N , each subregion is aggregated
to one value using average or mean function, the output is a feature map of size N ×N .

4.5.4 Feature Pyramid Networks

Objects in an image can be of different sizes. In fact, an object pixel size depends on its type,
the image resolution and its depth from camera. Object detector could suffer from difficulties
while detecting objects of different sizes. This is due to the convolutional layers. A convolution
extracts information using a kernel of the same size though all input feature map positions.

18https://medium.datadriveninvestor.com/review-on-fast-rcnn-202c9eadd23b
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Figure 3.38: Regional Proposal Network [Ren, 2015]

Figure 3.39: ROI Pooling 18
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Therefore only patterns whose sizes are close to the kernel size would be detected. RPN receives
the last feature map of the backbone, so only an object of a certain size will be found. FPN
approach suggests using many feature maps to detect objects. The backbone is composed of
consecutive convolutions, the first ones extract image details, and the last ones extract more
global information. FPN uses intermediate feature maps of the backbone to detect objects of
different sizes. Since the size of these feature maps is decreasing, it can be viewed as a pyramid of
different levels. To enhance the semantic information, FPN creates another pyramid of feature
maps. Starting from the top, each one is calculated from the feature map of the higher level in
the new pyramid, and the feature map of the same level from backbone pyramid. The feature
maps of bigger size detect small objects, and the smaller ones detect big objects [Lin, 2017a].

Figure 3.40: Feature Pyramid Networks [Lin, 2017a]

4.5.5 Training Faster R-CNN

Training such neural network is straightforward. There are four losses:

• RPN classification loss, it is calculated between predicted scores and ground truth labels.
In fact for each anchor, a score is predicted to check whether the anchor corresponds to a
real object. IoU metric is calculated between anchors and ground truth bounding boxes,
then the closest ground truth box is associated with each anchor, and a label (0 or 1) is
assigned to each anchor according to its IoU with the closest box (using a threshold).

• RPN regression loss, it is calculated between predicted offset coordinates and ground truth
boxes. Offset coordinates are predicted for each anchor. The ground truth offset is infered
from the associated bounding box to the anchor.

• ROI Heads classification loss, it is calculated between predicted scores and ground truth
labels. For each proposal, a score is predicted, and a label is assigned according to its
distance with ground truth bounding boxes (in the same way as RPN matching).

• ROI Heads regression loss, it is calculated between offset predicted coordinates and ground
truth boxes. Offset coordinates are predicted for each proposal. Ground truth offsets are
infered in the same way as RPN.
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5. Varroa and Bee Detection

The backbone parameters are initialized with values obtained by a training on a bigger classifi-
cation database. In general, the first layer parameters are fixed during training, the other layer
parameters are fine tuned during training.

5 Varroa and Bee Detection

There are many approaches that deal with bee and varroa on images. In the following table, I
list some of them.
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Chapter 3. State of the Art

The main tasks handled by the different approaches and solutions can be summarized by
this list:

• Bee counting

• Bee traffic estimation

• Estimation of the in-and-out activity of bees

• Detection of bees carrying pollen

• Detection of brood cell states

• Varroa detection

• Detection of interactions between bees

The main disadvantages and limitations noted are:

• Use of specific equipment (infrared light, infrared camera, tunnels or walkways ...)

• Solution not complete or not finalized (requires manual effort)

• Can only be used for research

• No management of certain cases: overlapping and occlusion, hidden bees, shadows, noises,
high density of bees

• Intrusive Methods

• No differentiation between background and bee

• Large variations in exposure lead to false detections

• Limited Accuracy

The three main ready solutions for varroa detection I have found are:

• Apizoom

– Mobile App and Web App

– Objective: Varroa detection on boards

– Main disadvantage: Need to use a professional camera of 24 MP or more

• Beescanning

– Mobile App and Web Service

– Objective: Detection of phoretic varroa mites, queen, DWS virus and bees

– Main drawback: High false positives

• Bee Varroa Scanner
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5. Varroa and Bee Detection

– Mobile application and specific scanner

– Objective: Varroa detection on boards

– Main Drawback: Limited Accuracy

5.1 Bee Detection

[Magnier, 2018] propose an approach to detect and track bees from videos with white back-
ground. This detection is based on background subtraction, ellipse approximation, border de-
tection and color threshold, but its FPS (frame per second) is low. In [Magnier, 2019], authors
suggest a method to track bees by estimating their trajectories through polynomial and inter-
polation.

[Kulyukin, 2019] estimate the bee traffic by detecting movements and classifying images
based on machine learning methods as CNN, SVM and Random Forest. They published a
public database containing annotated images and videos for machine learning.

[Tiwari, 2018] tries to recognize bees and track them from videos using CNN. The recording
is managed by BeePi which is a specific hardware dedicated to beehives and makes it possible
to collect other kinds of data like sound and temperature.

[Tu, 2016] aim to track bee behavior and evaluate the condition of the hive. This is achieved
by counting bees at the beehive entrance and estimating their in-out activity using linear re-
gression. Their method does not handle complicated cases such as high bee density and bee
occlusion.

[Kulyukin, 2016] track the traffic of foraging bees using sound and images. After record-
ing videos thanks to BeePi, tracking is performed by pixel separation algorithm and contour
detection of binary image.

In [Dembski J, 2020], the authors try to detect bees on video images using three steps:
determine the regions of interest ROI for each frame using motion detection, then classify each
region whether it contains a bee or not thanks to a convolutional deep neural network, and
finally group regions using clustering algorithm.

5.2 Varroa Detection

Varroa is a small parasite that attacks bees. It is considered among the main factors that
degrade the bee health and cause colony death [Hood, 2020]. Monitoring varroas is therefore
an obligatory task carried out regularly by beekeepers. Thanks to computer vision methods,
this task can be automatized. In this subsection, I show some already existing approaches and
solutions proposed for detecting varroas in bee colonies.

Varroa mite passes through different phases in a bee colony. First, it is located in brood,
more precisely inside larva cells. When the larva becomes an adult bee, it quits its cell with the
varroa on its back. The varroa at this phase is called "phoretic varroa". When the varroa gets
old, it falls. To estimate the infestation level, a sticky board is put under the hive to collect
fallen varroas.
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There are different approaches proposed for detecting varroas using computer vision methods.
I can classify these approaches in four different classes:

• Detecting varroas in brood cells like [Elizondo, 2013] and [Ramirez, 2012].

• Detecting varroas on sticky boards like [Bassignana, 2018], [Marc, 2019], and [Dupleix,
2018].

• Detecting phoretic varroas at hive entrance like [Schurischuster, 2018], [Bjerge, 2019],
[Chazette, 2016], and [Mrozek, 2021].

• Detecting phoretic varroas on hive frames like [Voudiotis, 2022] and [Bilik, 2021].

In my thesis, I am interested in detecting phoretic varroas inside hive frames. My approach
requires only taking an image of a bee frame. Detecting phoretic varroas on hive frames is more
interesting than other types of detection because of:

• Easier for a beekeeper than taking an image of only brood cells.

• Detecting phoretic varroas by analyzing all bee frame is important for early detection of
eventual infestation issue compared to other approaches.

• Sticky board method needs visiting the apiary more than once to put the sticky board and
calculate varroas.

• The approaches based on detecting bees at hive entrance require having special equipment
and impose a non natural environment for bees.

As I have experienced, using a phone camera to take hive frames photo is quite convenient.
This task could be performed by the beekeeper while performing other tasks related to its
beekeeping activities. To overcome the issue of handling the phone while wearing beekeeping
suit, I have used a phone stylus.

The existing approaches that deal with detecting phoretic varroas inside hive frames have
these main limits: Missing implementation details, not realistic bee frame images, using two
processing for bee and varroa detection. In my thesis I propose a method based on Faster
R-CNN to segment varroas on detected bees by using one neural network on a bee hive frame
images. In fact, to have a more complete detection, both bees and varroas should be detected,
it is helpful to evaluate infestation level more accurately and to correlate the varroa number
with the bee number. My approach can be extended to tasks that need to detect objects inside
others.

6 Computer Vision Libraries

To implement computer some vision processing, I used the well known library OpenCV. This
library can be used under three different languages: C++, Java and Python. For the purpose
of simplicity of coding and integration with other libraries, I used Python implementation.
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In fact this language allows straightforward programming without dealing with some technical
details, it is therefore chosen by many machine learning libraries. OpenCV proposes many image
processing methods like histogram calculation, thresholding, filtering, morphological operations.
Concerning the machine learning libraries, there are different ones:

• Tensorflow; it is an open source library developed by Google. It provides a python API
for creating and manipulating neural network, loading data and launching and controlling
training.

• PyTorch; it is an open source alternative to Tensorflow, developed by Facebook. It has the
advantage to be more developer friendly, as its debugging experience is more interesting
than Tensorflow one. But the later is more optimized and efficient in production envi-
ronment. Since my work consists on research, I chose PyTorch for manipulating neural
network models.

• Matlab is a whole environment dedicated for performing mathematical operations on data.
It provides also some functions dedicated for machine and deep learning.

• Numpy is a well known python library dedicated to manipulating multidimensional arrays.

• Pandas is a python library used for loading and handling data.

• Scikit-Learn is a python library providing implementation for many machine learning al-
gorithms like kNN, k-Means and SVM.

• MatPlotlib is a python library used for displaying graphs. It provides API for handling
data and showing specific graphs.

• TensorBoard is a tool used for displaying information about neural networks and their
training.

In my research, I have mainly used PyTorch library for neural network implementations. I have
also used Numpy for storing and manipulating image data. MatPlotlib was used to display
images and charts.

Tensorflow, Matlab and TensorBoard were sometimes used to respectively test some neural
network approaches, to annotate images and to display training evolution.

7 Conclusion

Computer vision methods have a potential to automate human tasks. When coupled to deep
learning, they can be very efficient in solving object detection tasks. Faster R-CNN is an example
of neural network that achieve such objective by automatically extracting features from images,
generating proposals and classifying them to obtain bounding boxes corresponding to object
positions. In my thesis I propose to improve object detection by extending Faster R-CNN
architecture. The issues in which I am interested are related to beekeeping domain: detecting
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bees and varroas. To achieve this objective, two problems must be solved: (1) detecting bees in
dense scenes and (2) nested object detection to predict bee and varroa positions.

Thus, one of the objectives of this thesis is to propose techniques for automatically detecting
and counting bees and varroa mites on a hive frame. I propose to use the following techniques,
which coupled within a system, will be distinguished from the existing one by:

• The use of high-performance neural networks for object detection; this will increase the
accuracy of the detection system.

• The management and treatment of bee-specific situations such as high density or overlap-
ping by relevant adaptations of neural network models.

• Simplified operation: the system will be connected to a mobile application which will
provide it with the images to be analyzed from photos taken by telephone. This system
does not require specific and disruptive equipments like bee tunnels, infrared sensors,
Raspberry Pi, LED source ...

• Implementation and dynamic evolution, as it is used: the results will improve thanks to
continuous learning and thanks to feedback from beekeepers.

60



Chapter 4
Experimental Context

Dans le domaine de l’apprentissage profond, les données sont primordiales, puisque
l’entraînement et l’évaluation sont réalisés sur des données annotées. Dans mon
cas, j’ai construit une base d’images de cadre d’abeilles. Ces images viennent de
différentes sources: images téléchargées depuis Internet, photos prises en utilisant
une caméra et un téléphone sur un rucher et images fournies par les partenaires du
projet. Pour l’annotation j’ai installé et configuré trois différents outils: Matlab Im-
age Labeler, Via Annotator, et ImageTagger. Ces outils nous ont permis d’annoter
les objets par des boîtes englobantes, des ellipses et de collaborer avec les parte-
naires. Afin d’avoir un entraînement robuste et généralisable, aucun pré-traitement
spécifique n’a été réalisé sur les images. Le seul traitement réalisé est le découpage
automatique des images pour réduire le nombre d’objets à annoter.
Nous avons annoté les abeilles par des boîtes englobantes. Les varroas par contre
ont été annotés par des ellipses car leur forme est plus simple. J’ai suivi quelques
étapes pour obtenir des annotations de types différents afin de tester des approches
différentes. Premièrement, les abeilles infectées ont été annotées par des boîtes en-
globantes. Puis, sur chaque image représentant une abeille, les points correspondant
à des varroas ont été annotés par des ellipses. Ensuite, les annotations de varroas
ont été projetées sur les images d’origine. J’ai, par ailleurs, augmenté la base par
des exemples d’abeilles non infectées.
Afin de gérer le stockage et la manipulation des annotations, j’ai utilisé les différents
formats de représentation proposés par les différents outils d’annotations. J’ai par
conséquent développé des codes pour pouvoir transformer les annotations d’un for-
mat à un autre.

Résumé
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Pour évaluer les approches, j’ai utilisé des métriques spécifiques au domaine de la
détection d’objets. Ces métriques sont basées sur la précision et le rappel. La
précision mesure la capacité du détecteur à prédire des objets de manière correcte
(pas de faux positifs). Le rappel mesure la capacité du réseau de neurones à ne
pas manquer d’objets (pas de faux négatifs). La métrique principale utilisée pour
les tests est la moyenne de la précision moyenne (Mean Average Precision) qui est
calculée comme la moyenne de précisions calculées sous différentes conditions. J’ai
employé cette métrique dans le cas des boîtes englobantes et dans le cas des points.
La similarité entre deux boîtes englobantes est calculée en utilisant la métrique IoU
(rapport de la surface d’intersection et de l’union). La similarité entre deux points
est calculée en utilisant une formule relative à l’inverse de la distance.
Afin d’implémenter mes approches, j’ai utilisé la bibliothèque Detectron2. Elle pro-
pose des fonctions pour des réseaux de neurones de reconnaissance d’objets tels
que Faster R-CNN et Mask R-CNN. Elle a aussi l’avantage d’être bien documentée
et d’offrir des mécanismes efficaces d’extension. J’ai notamment créé de nouvelles
classes pour l’approche basée sur les coins, modifié les entraîneurs classiques pour
entraîner le réseau de neurones sur deux bases de données, et créé de nouvelles classes
pour implémenter des nouvelles méthodes d’évaluation.
L’entraînement et l’évaluation des approches proposées et implémentées sont réalisés
sur un ordinateur de 32 Go de RAM, 8 CPUs et carte Nvidia GPU de 16 Go.

Résumé
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Chapter 4. Experimental Context

1 Introduction

In this chapter I present experimental context of my research. In Section 4.2, I present in-
formation about used dataset for training neural networks and evaluating their performance.
In Section 4.3, I explain the metrics that I have used to assess approach accuracy. Finally,
in Section 4.4, I present some technical details about used library and code to implement my
approaches.

2 Dataset

In this section I describe the built dataset used for training and testing my approaches to detect
bees and varroas based on neural networks. I start by describing the dataset sources from which
I retrieved images. Then I present the tools used for image annotation. After that, I explain
the preprocessing that has been performed on the images. I give some details about the varroa
annotation. Then, I describe the formats in which annotations were stored, before showing some
statistics about obtained images and annotations.

2.1 Data Source

Since I use machine learning to detect bees and varroas. I needed a database composed of images
of bees and varroas. Therefore, one of the first steps I performed was to construct this dataset.
The images used for training and testing my approaches come from three sources: (1) images
downloaded from the Internet, (2) photos taken using camera and phone in an apiary, and (3)
images provided by our project partners. In fact our partner members ITSAP and ADA are
specialized in beekeeping domain. Their expertise helped us in annotating bee images.

2.2 Image Annotation Tools

I used three different tools to annotate my images. The first is Imagetagger which is a web
application connected to a server for annotating images with bounding boxes 1. This tool
enabled us to work remotely in collaboration with our partners. I installed it and configured
it to make it accessible through the Internet. Our project partners used it to help us in the
annotation task. The second tool is the Matlab application Matlab Image Labler 2. Using
this tool, I annotated some images of my database with bounding boxes, then exported the
annotations to the Matlab workspace. A Matlab code was developed to export annotations
from Matlab format to Json format. This tool has the advantage of being easy to use. I used
also Via annotator tool 3 to annotate varroas using ellipses, it is a web application that does
not require installation.

1https://github.com/bit-bots/imagetagger
2https://fr.mathworks.com/help/vision/ref/imagelabeler-app.html
3https://www.robots.ox.ac.uk/~vgg/software/via/
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Figure 4.1: Screenshot of Matlab Image Labeler

Figure 4.2: Screenshot of ImageTagger Tool
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Figure 4.3: Screenshot of Via Annotator Tool

2.3 Preprocessing

The main preprocessing I performed on images is cropping to make the annotation task easier.
In fact there were images with many bees, complete annotation of such images takes a lot of time
and effort. I performed two kinds of cropping: manual cropping and automatic cropping. The
images were first cropped manually to reduce the number of bees to annotate per image. Then
the size of the bee in each image is estimated using a trained neural network. In fact, I have
annotated some available low resolution images before obtaining more interesting images, and
trained a Faster R-CNN neural network, the detection precision was not satisfying, the network
was only used to estimate the size of bee in pixels in images, then an automatic cropping was
performed to take only a limited number of bees in each image.

2.4 Varroa Annotation

After having annotated the bees, I worked on the annotation of varroas. To have a richer dataset,
I annotated infected bees and varroas present in these bees. I started by selecting images of
bee frames containing varroas, then I annotated infected bees using bounding boxes. Then I
crop images to obtain images of infected bees. For each infected bee, I annotated varroas using
ellipses. At the end I obtain these data:

• Image of bee frames
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Figure 4.4: Cropping processing performed on images

• Annotations of infected bees in bee frame images

• Images of infected bees

• Annotations of varroas in infected bee images

To test different approaches, I projected varroa annotations on bee frame images. I also aug-
mented my dataset by not infected bees. The result is the following:

• Image of bee frames

• Annotations of infected bees in bee frame images

• Annotations of not infected bees in bee frame images

• Images of infected bees

• Images of not infected bees

• Annotations of varroas in infected bee images

• Annotations of varroas in bee frame images

2.5 Annotation Formats

To process annotations, they are stored in specific formats. As long as I use different tools to
annotate images, different formats are managed. Each format specifies how to store bounding
boxes on images and optionally masks and ellipses. Python code was developed to convert data
from one format to another. In this section I describe these different formats.
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Figure 4.5: Varroa Annotating Workflow

2.5.1 COCO

COCO (Common Objects in Context) format 4, is a well known format used to represent object
annotations. It handles bounding boxes, keypoints, segmentation ... Annotations are stored
in JSON objects, the most important attributes are "images" and "annotations". "images" is
a list of objects, each one contains information about an image: "id", "width", "height", and
"file_name". "annotations" is a list of objects, each one contains information for an annotation.
In case of bounding box annotations, the most important attributes of each annotation are:

• "id" the identifier of the annotation

• "image_id" the image identifier of the image where the bounding box is present

• "category_id" the identifier of the category of the bounding box (or the class of the object)

• "segmentation" the segmentation mask of the object (the pixel region of the object)

• "area" the area of the bounding box

• "bbox" the coordinates of the bounding box in this format "[x coordinate of the top left
corner, y coordinate of top left corner, box width, box height]"

• "keypoints" a list of keypoints used, for example, when detecting human joints.

2.5.2 Detectron2

Detectron2 is a library for computer vision based on artificial intelligence. It is written in Python
and uses PyTorch library for building deep learning networks. It contains implementations
of several states of the art neural networks for object recognition like Faster R-CNN. In its
documentation 5, it specifies the annotation format to respect to train or test neural networks.
The annotations are stored in a python list of python dictionaries. Each dictionary contains
annotation data of an image, the interesting keys in my case are:

4https://cocodataset.org/#format-data
5https://detectron2.readthedocs.io/en/latest/tutorials/datasets.html
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• "file_name" the file name of the image

• "height" the pixel height of the image

• "width" the pixel width of the image

• "image_id" the identifier of the image

• "annotations" annotations present in the image, it is a list of dictionaries, each one corre-
sponds to one annotation:

– "bbox" bounding box of the annotation, it is a list of 4 numbers

– "bbox_mode", the format of the bounding box data, it can be in this format "[x
coordinate of the top left corner, y coordinate of top left corner, width, height]" or
this format "[x coordinate of the top left corner, y coordinate of top left corner, x
coordinate of the bottom right corner, y coordinate of the bottom right corner]"

– "category_id", the category identifier of the annotation (its object class)

– "segmentation": it contains segmentation data; pixel region of the object, it can be
either a list of polygons (each one is a list of points) or a mask in COCO’s compressed
RLE format

– "keypoints": keypoints annotations, it is a list of numbers corresponding to the coor-
dinates of the points

Regarding testing, Detectron2 converts annotation and prediction data into COCO format.
In fact, the evaluation is performed using a COCO library 6 dedicated for evaluating object
detection results.

2.5.3 Via

Via implements functionality for exporting and importing annotations into different formats like
COCO format. In my case, I used the following available JSON format as it was convenient
to manipulate: object keys are file identifiers, mapped objects contain annotation information
present in corresponding image files, each one contains the following keys:

• "file_attributes": custom attributes that can be assigned to the file, I have not used it

• "filename": the name of the file containing the image

• "size": the size of the file containing the image

• "regions": the regions present in the image, each one corresponds to an annotated object,
the value is a list of JSON objects, each one has the following keys:

– "region_attributes": custom attributes that can be assigned to each region. In my
case I used these attributes to implement varroa annotation workflow, in particular,
for identifying annotations

6https://github.com/cocodataset/cocoapi/tree/master/PythonAPI/pycocotools
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– "shape_attributes": annotation data, in case of bounding boxes, the saved attributes
are

∗ "height": bounding box height
∗ "width": bounding box width
∗ "x": bounding box x coordinate
∗ "y": bounding box y coordinate

in case of ellipses:

∗ "cx": ellipse center x coordinate
∗ "cy": ellipse center y coordinate
∗ "rx": ellipse x radius
∗ "ry": ellipse y radius
∗ "theta": ellipse rotation angle

I implemented Python code to transform annotations from Via format to Detectron2 format
and vice versa. Ellipse annotations are converted to segmentation data.

2.5.4 Matlab

Matlab Image Labeler is a tool for annotating images. It is a Matlab application, annotation
data can be transferred to Matlab workspace using Matlab data structure: it is a table containing
two columns:

• "imageFilename": the file names of annotated images

• "Bee": bee annotations, each cell value is an internal table containing bounding box data.
Each line corresponds to an object, the columns of the table correspond to bounding box
coordinates (x, y, width and height).

A Matlab code was developed to transform annotations into Detectron JSON format.

2.5.5 ImageTagger

I used ImageTagger tool to annotate bees with bounding boxes. This tool offers the possibility
to define the exportation format. I used this functionality to export annotations into Detectron
format.

2.6 Annotation Statistics

The images I used for annotations have different resolutions and sizes. The neural network
Faster R-CNN has the ability to detect objects of different sizes.

Table 4.1 gives the number of images used for annotation and the number of obtained
annotations.
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Table 4.1: (1): images completely annotated by bees
(2): images from which infected bees sample were retrieved
(3): images from which not infected bees sample were retrieved
(4): images from which varroas were annotated

(1) Frame images Annotated Bees
63 3863

(2) Frame images Annotated Infected bees
254 565

(3) Frame images Annotated Not Infected bees
63 679

(4) Bee images Varroas
611 638

3 Evaluation Metrics

There are several metrics proposed for evaluating the performance of tasks related to object
recognition. In this section I describe the metrics I selected to assess the accuracy of my proposed
approaches. My choices depend on the objectives that I want to reach. In fact, my first approach
proposed for detecting objects in dense scenes must reduce the number of missed objects. To
assess that, I calculated the recall metric. But when the recall is improved, the precision could be
decreased. To evaluate the whole accuracy of the approach, I calculated also the mean average
precision to check whether my approach increases recall at the expense of precision or improve it
without affecting the precision. Concerning the second approach proposed for detecting nested
objects, I calculated as well the mean average precision for comparing the approach to standard
methods. For enclosing objects (bees in my case), I used the standard metric calculated on
bounding boxes. Whereas, for internal objects (varroas in my case), I used an alternative metric
calculated on keypoints. In fact, I considered varroas as points, this gives higher results than
bounding boxes, because it is only influenced by the precision of detecting varroa centers, it
won’t be affected if varroa borders are not accurately predicted. This match my objective, since
I am not interested in detecting the precise region of a varroa, I only need its existence status.

3.1 Precision and Recall

In machine learning tasks, precision and recall are performance metrics. Consider data composed
of elements. Each is labeled as relevant or not relevant example. Consider a task that must
retrieve relevant elements, and an algorithm (can be a neural network structure) that tries to
execute that task. To evaluate its performance, the algorithm is executed on data, the retrieved
elements are compared to labeled data. There are two types of comparisons:

• Precision is the fraction of relevant retrieved elements among all retrieved elements.

• Recall is the fraction of relevant retrieved elements among all relevant elements.
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All the retrieved elements are considered positive in the point of view of the algorithm, and all not
retrieved ones are considered negative in the point of view of the algorithm. The relevant positive
elements are called true positives, the not relevant ones are called false positives. The relevant
negative elements are called false negatives, the not relevant ones are called true negatives. Here
is the precision and recall formula:

Precision = Relevant Retrieved Elements
Retrieved Elements = True Positive

True Positive + False Positive (4.1)

Recall = Relevant Retrieved Elements
Relevant Elements = True Positive

True Positive + False Negative (4.2)

Figure 4.6: Precision and Recall

3.2 Precision and Recall for Classification Task

These two metrics are widely used in tasks related to machine learning. A common example is
the classification task. Consider data where each element belongs or not to a predefined class.
The desired task is to predict for each input whether it belongs to the class or not. Precision and
Recall metrics can be applied to prediction results by simply considering elements belonging to
the class as relevant, and retrieved elements the set of elements that the algorithm thinks they
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belong to the class:

Precision = Well Algorithm Classified Elements
All Algorithm Classified Elements (4.3)

Recall = Well Algorithm Classified Elements
Real Ground Truth Classified Elements (4.4)

Algorithm Classified: Elements that the algorithm thinks they belong to the class.
Ground Truth Classified Elements: Elements that really belong to the class.

3.3 Accuracy Metric

The accuracy metric is a basic metric that evaluates the accuracy of predictions. It is the fraction
of correct predictions among all the predictions. Correct predictions is the set of positive relevant
elements and negative not relevant elements:

Accuracy = True Positive + True Negative
True Positive + False Positive + True Negative + False Negative (4.5)

3.4 Precision and Recall for Object Detection

An algorithm that tries to detect objects must find all the objects in the input image. Consider
an input image containing N objects, the algorithm detects M objects, among these M objects
there are good ones and bad ones, the precision metric is the fraction of good ones among all
predicted objects. The recall is the fraction of well detected objects among all objects present
in the image.

Precision = Good detections
All detections (4.6)

Recall = Good detections
All objects (4.7)

The precision metric evaluates the ability of the object detector to produce good predictions.
The recall metric evaluates the ability of the object detector to not miss objects.

3.5 IoU: Intersection over Union (Jaccard Index)

I have seen how precision and recall metrics are calculated in previous subsection. Both of them
consist in finding good detections, when a detection given by an object detector is considered
as good detection? To determine whether a detection is good or not, IoU metric is used. It is a
metric defined between two bounding boxes: the area of intersection over the area of union.

IoU = Intersection Area
Union Area (4.8)

This metric evaluates the nearness of two bounding boxes taking into account their sizes. When
two bounding boxes correspond to the same object, it is likely that their IoU is high. And when
the IoU of two bounding boxes is high, it is likely that they correspond to the same object.
The distance between bounding box centers is not sufficient to assess the correspondence to the
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Figure 4.7: Precision and Recall for Object Detection

same object or not, because two different objects can have center points close to each other
with very different sizes (e.g. superposition of a small object on a big object). To find good
detections, IoU metric is calculated between each predicted bounding box and all ground truth
bounding boxes (corresponding to real objects). This information is stored into a 2D matrix. An
IoU threshold is defined, for each detected bounding box, the biggest IoU with the remaining
ground truth boxes is compared with the threshold, if it is greater, the detected bounding
box is considered as good detection, and the corresponding ground truth box is removed from
remaining bounding boxes, otherwise the detected box is considered as a false detection. The
order of processing the bounding boxes is their scores (neural networks predict a score for each
bounding box corresponding to the probability that the box surrounds a real object).

Figure 4.8: Intersection over Union metric 7
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3.6 Average Precision and Average Recall

As explained in the previous section, precision and recall calculated in the context of object
detection need a defined IoU threshold. For each different IoU threshold the results are different.
To assess the performance more precisely, the metrics are calculated for different thresholds,
then the average is calculated across all precisions and recalls, to obtain an average precision
and an average recall. In some cases, the neural network detects objects of different classes,
its output is the bounding box positions and their classes. In this case, evaluation metrics
are calculated for each class, and an average is calculated between the results. Another relevant
parameter considered in calculating precision and recall for object detection task is the maximum
number of detected bounding boxes taken into account: "MaxDets". The bounding boxes are
ordered according to their scores, the first "MaxDets" bounding boxes are retrieved and used
for calculating performance metrics. Different values are given to this parameter, an average
is calculated between obtained values. As summary, these are the different parameters used to
calculate average precision and average recall:

• IoU thresholds

• object classes

• maximum number of detections

3.7 Mean Average Precision

Using two metrics to evaluate an object detector performance is not very convenient when
different approaches are compared with each other. In fact, when the recall is increased, the
precision tends to decrease, this can be explained by the fact that the detector becomes less
restrictive about its prediction when it detects more objects. Therefore, when two approaches
are compared, both precision and recall must be taken into account. To decide which approach is
better, another metric summarizing precision and recall should be used. Mean average precision
is a performance metric that takes into account precision and recall in the same time. This
metric is based on precision recall curve. This curve plots the precision under different recalls.
Figure 4.9 shows an example of a precision recall curve. To obtain different recall values, the
predicted bounding boxes are ordered by their scores, for each bounding box score, a set of true
positive elements is constructed by considering only bounding boxes whose scores are higher
than the current bounding box score. The recall is calculated for each iteration, it is clear that
the recall increases or stays the same after each iteration, and the precision decreases. By using
interpolation, the curve can be drawn to plot precision values corresponding to all recall values
between 0 and 1. Figure 4.10 illustrates the calculation process of curve values.

3.7.1 Maximum Recall

In some cases, the maximum recall obtained after performing calculation iterations is less than
1. In this case, the neural network does not detect some ground truth objects, it does not even

7https://commons.wikimedia.org/wiki/File:Intersection_over_Union_-_visual_equation.png
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detects them with a low score. All the values coming after the maximum recall are therefore
assigned 0 precision. Figure 4.11 shows an example of Precision Recall curve when the maximum
recall is less than 1.

3.7.2 Perfect Curve

A perfect object detector would be precise regardless of the recall, in other words, the detector
does not have have false positive whatever the minimum threshold score considered. Further-
more, it should detect all ground truth objects, so the maximum recall must be 1. In this case
the precision recall curve is the line precision = 1. In general a curve is better than another
when the surface under the first one is bigger. In fact, when the surface is bigger, the precision
values at same recalls are greater in average than the precision values of the second curve.

3.7.3 Mean Precision

To calculate mean precision, the precision values of 11 recall points are taken into account:
0, 0.1, 0.2, ...1, the mean is calculated between them. It is clear that a mean precision is degraded
when the maximum recall is less than 1.

Figure 4.9: Precision Recall Curve 8

8https://www.statology.org/precision-recall-curve-python/
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Figure 4.10: Calculation iterations of precision-recall curve values: it shows an example of three
ordered iterations, recall increases and precision decreases
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Figure 4.11: Precision Recall curve example when maximum recall is less than 1

3.8 Dice Score

To evaluate the accuracy of varroa detection, I need to find a performance metric that assesses
segmentation results. I chose dice score metric because it handles the class imbalance between
background and foreground pixels. In fact, in the case of varroa segmentation, the varroa
regions are very small compared to the background regions, therefore using traditional metrics
like accuracy would give non representative results. As illustrated by Figure 4.12, the dice score
formula is 9:

DiceScore = 2 ∗ Overlap Area
Predicted Area + Ground Truth Area (4.9)

Predicted Area: the pixels labeled as varroa
Ground Truth Area: the real pixels corresponding to varroa

3.9 Keypoints Detection Evaluation

I have used another metric to evaluate varroa detection. I consider a varroa as a point, and check
whether used neural network could detect point positions. Therefore I used a metric related to
point detection. COCO standards suggest a metric to deal with this type of tasks, it is originally
proposed for the detection of human keypoints. The calculation of metric is based on the same
principle as Mean Average Precision for bounding boxes, the only difference is that instead of
employing IoU metric to compare bounding boxes, a distance metric is used to compare two
different sets of keypoints. The library pycocotools offers functions to calculate this metric. I

9https://towardsdatascience.com/metrics-to-evaluate-your-semantic-segmentation-model-6bcb99639aa2
10https://www.kaggle.com/code/yerramvarun/understanding-dice-coefficient
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Figure 4.12: Dice Score 10

configured it to use one keypoint instead of multiple keypoints. This point corresponds to varroa
center. A code was developed to extract these points from the ground truth varroa instances
and from the segmentation result.

4 Technical Details

The proposed approaches were developed using Detectron2 library. It is a library dedicated for
computer vision tasks based on deep learning. Its source code is hosted on this Github reposi-
tory 11. It is developed by Facebook, and built on Pytorch library. It contains implementations
of state-of-art neural networks for object detection and image segmentation, such as Faster R-
CNN, Mask R-CNN and RetinaNet. I have chosen this framework among others because it
contains official implementations of Faster R-CNN and has the advantage of being extensible.
The functionalities of Detectron2 are arranged into different Python classes. The extensibility is
enabled through inheritance mechanism between classes. The schema 4.13 shows some created
Python classes and their inheritance relations with Framework classes. In this section I will
explain the main aspects of this library, how I extend it, and the used hardware for my training
and evaluation phases.

4.1 Detectron Training

Detectron library offers Python functions and classes that help user or developer to launch
training easily. The training mechanism is composed of these steps:

11https://github.com/facebookresearch/detectron2
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Figure 4.13: Code extension of some functionalities: blue components correspond to PyTorch
and Detectron2 classes, orange components correspond to created classes. The arrows corre-
spond to inheritance relation between classes.

• Data registration: in this step, training data and validation data are registered. Detectron
has the function "DatasetCatalog.register(dataset name, dataset function)" which registers
a dataset into the Detectron catalog. For each dataset a name must be specified and
a function must be provided, this function should return the list of annotations using
Detectron format. I have developed this function.

• Configuration setting: in this step a Python object corresponding to a training configu-
ration must be created. Detectron offers a pre-initialized configuration, it can be loaded
from saved configuration data for a specific neural network like Faster R-CNN or RPN.
The user can overwrite some parameters for specific use cases.

• Finally, there is the training step. Detectron offers the class "DefaultTrainer" which encap-
sulates all the training logic: creating data loader, and performing training iterations. For
some particular requirement, I had to extend this class to add other behaviors like using
two loaders. The trainer comes with a Python function that starts training, the training
progress information and output model are saved in a directory specified by configuration
parameters.

4.2 Detectron Prediction

Prediction or inference consists in launching object detection or segmentation on a image. I
implemented a general method for inference. Instead of executing inference only on one image, I
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developed a technique to execute it on all images of a dataset. The first thing to do is to register
the dataset using a Detectron function. Then the configuration object is created and filled with
the desired parameters, among these parameters, there is the file location of the saved model.
Then a predictor is created using Detectron class "DefaultPredictor". Then an iterator function
is launched to perform inference on all images. This function was created by us, its objective
is to iterate on all dataset images, for each one it runs a custom processor (in my case it is the
predictor which detects objects), and a list of desired displayers, each one is a function that
draws a specific information on the image (ground truth bounding boxes, proposals, predictions
...).

4.3 Detectron Evaluation

Evaluation is the task that consists in assessing the performance of a neural network detection by
calculating accuracy metrics. A set of annotated images are given to the detector, the detection
is launched on these images, the result is compared with real data (ground truth objects). In
practice, the dataset used for testing is registered using Detectron library, then configuration
parameters are loaded and set, then the evaluation process is executed. Detectron library offers
functions and classes to perform evaluations, they are based on COCO metrics calculation and
pycocotools library, I had to extend and create my own evaluators to execute specific tasks like
displaying more information about calculated metrics, calculating mean average precision from
segmentation data and calculating dice score.

4.4 Model Extensibility

Detectron library is very extensible. Thanks to the use of modularity and classes, a developer
can add its specific components and behaviors with ease. In fact the neural network architecture
is subdivided in different components like RPN, Head layers, Backbone... Each component is
implemented through a specific class. A registration mechanism is offered by Detecton library
to register components and make them accessible when building neural network architecture.
To implement corner approach, I extended the standard class corresponding to RPN into a new
class and register it. To activate a desired component, dedicated configuration parameter should
be set to the component name.

4.5 Hardware Characteristics

Deep learning is based on neural networks. These structures store huge number of parameters
which have to be stored in memory during training and inference. Furthermore, training phase
requires more memory as all the layer outputs and intermediary calculated features for each
image in the batch should be saved in memory to perform backward propagation. In general,
GPUs (graphics processing units) are used to handle this type of processing. In my case, I have
used one computer machine with the following characteristics:

• 32 Go of RAM
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• 4 cores, 8 CPUs

• 16 Go Nvidia GPU used for training and testing

5 Conclusion

In deep learning, dataset is very essential as it is used for training neural networks. To test
my approaches on bee and varroa detection, I have constructed my own annotated dataset by
using different tools. I have also developed code to handle annotations and convert them from
a format to another.

To assess the performance of proposed approaches, I have selected standard metrics used
for object detection and segmentation. Mean average precision is the main metric I used for
comparing approaches.

The implementation was realized thanks to Detectron library. It offers ways to construct neu-
ral networks, to launch training, inference and evaluation and to extend standard architectures
and structures.
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Détecter les objets dans les scènes denses est une problématique fréquente dans le
domaine de la détection d’objets. Lorsqu’il y a une densité d’objets élevée dans
une scène. La probabilité qu’un objet cache une partie d’un autre objet est grande.
Cela signifie que certains attributs d’un objet peuvent manquer lors de la détection.
Les détecteurs classiques se concentrent sur la détection du centre. Lorsque cette
région centrale est cachée, ce dernier peut être loupé. Afin de pallier cette limite, des
approches proposent de prédire des informations en fonction des coins ou des bords
de l’objet. La limite majeure de ces méthodes est qu’elles nécessitent des données
additionnelles d’annotation. Je propose d’utiliser Faster R-CNN pour détecter les
objets à partir de leurs coins. Mon approche prend en considération les régions
correspondant aux coins en plus des régions centrales.
Elle se base sur le décalage des "ancres". Une ancre est un modèle de boîte englobante
générée pour chaque point de l’ensemble de caractéristiques. Dans l’approche stan-
dard, l’ancre est centrée sur chaque point de l’ensemble. Ainsi, l’entraînement du
réseau favorise les ancres générées à partir des régions centrales d’objet par rapport
aux autres ancres. Je propose de décaler les ancres de façon à ce que le point se situe
au coin de l’ancre. Je génère 4 ensembles supplémentaires d’ancres correspondant
aux 4 coins d’un objet. De cette façon, lorsque le point correspond à un coin d’un
objet, l’ancre correspondante sera favorisée.
Afin de prendre en considération ces nouvelles ancres générées, j’ai dupliqué les autres
couches du réseau RPN. J’ai notamment multiplié par 5 les couches de prédiction
de scores et les coordonnées de décalage. La génération de propositions est réalisée
sur chaque ensemble d’ancres. Cette phase consiste à appliquer les décalages sur
les ancres, trier les boîtes obtenues, et appliquer l’algorithme NMS (Non maximum
suppression) pour supprimer les doublons. On obtient à la fin un ensemble de boîtes
englobantes issu à partir de chaque type d’ancres. Je procède par la suite à la con-
caténation de ces ensembles pour obtenir les propositions qui sont ensuite classifiées
de la même façon que le réseau de neurones standard. Bien évidemment, les fonc-
tions de pertes sont dupliquées 5 fois afin d’entraîner le réseau de neurones RPN et
de générer des propositions à partir des coins en plus du centre.

Résumé
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Afin de valider la pertinence de mon approche par rapport à la méthode standard,
j’ai évalué les métriques de rappel et de précision lors de la détection d’abeilles dans
les scènes denses. Le rappel de RPN est amélioré de plus de 10%, celui de Faster
R-CNN de 6%.

Résumé
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1 Introduction

In recent years, bees suffer from many problems related to their health. These issues have
different factors. To overcome this kind of issues, beekeepers should monitor bees and their
conditions. Computer vision methods based on deep learning could help beekeepers in bee de-
tection which is important for bee monitoring and counting. In fact, there are already advanced
neural networks for object detection like Faster R-CNN. This network is detecting objects in an
image through two stages. First RPN generates proposals then they are classified and enhanced
using another sub-network. RPN takes a set of feature maps calculated by a backbone neural
network. For each position in the map, it predicts a predefined number of possible objects. To
achieve this prediction, a set of bounding boxes called anchors are generated at each feature
map position. RPN predicts whether each anchor matches an object or not and estimates the
offset coordinates to correct the object position. The anchors are centered on the position. An
anchor corresponds to an object when its IoU (intersection over union) with a ground truth is
high. This means that anchors generated at the centers of the objects are more likely classified
as objects, while anchors generated at the corners of the objects are more likely classified as
non-objects. In dense scenes, there are objects that are partially visible; only the corners are
visible. For example, in bee frame images, the probability that a bee part is hidden by another
bee is high. The standard approach could miss these kinds of objects. To overcome this issue, I
propose to enhance anchor generation by generating anchors from object corners in addition to
object centers. Concretely, four additional types of anchors are used; each one corresponds to
an object corner (top left, top right, bottom left, bottom right). At each feature map position,
the corner anchor is generated so that the feature map point is located at the anchor corner.
I duplicate the RPN prediction components and losses to handle the corner data. To test my
approach, I constructed and annotated a specific dataset composed by images of bee frames. To
analyze my approach, I made different modifications on my proposed approach and tested them
on two databases of different density levels. My contribution consists of an extension of standard
Faster R-CNN architecture to predict objects from corners and improve recall in dense scenes.
Code is available at https://github.com/yassine-kr/RPNCorner. I start by citing some related
works to my research in Section 5.2. Then, in Section 5.3, I present my motivation to choose this
research direction. In Section 5.4, I explain my proposed approach. After that, in Section 5.5,
I show my obtained results on bee detection. Finally, I discuss the results in Section 5.6.

2 Related Work

My work aims to improve bee detection using deep learning. In this Section, I cite some works
that are related to my subject. First I present the dense scene issue, and the existing approach
dealing with this situation. Anchors are also an interesting topic as my method is based on the
generation of a new set of anchors, related work about anchors is described. Finally, I cite some
already proposed approaches based on corner data to detect objects.
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2.1 Dense Scene

In the field of object detection, a dense scene means a scene where the density of objects is very
high, in other words it means that the number of objects per unit area is large. In this case,
there is a high probability that the image contains two objects that are adjacent or occluding
each other. Performing accurate detection using machine learning for computer vision in these
conditions could be challenging. There are many works dealing with these issues in the context
of detecting people and pedestrians in crowded scenes, such as [Liu, 2019] where authors present
a method which predicts whether two overlapping bounding boxes match the same object or
two different objects. In [Zhang, 2018], the authors try to improve the detection in pedestrian
crowded scenes by proposing another way of calculating the loss which aims to improve the
compactness of the predicted bounding boxes around the ground-truth, and to improve the
prediction of the human body by detecting its parts. The paper [Xi, 2020] deals with the
detection of human faces in crowded scenes with low resolution by exploring the similarity
between detected objects. Finally, [Zhang, 2019] propose to use two anchors to detect people in
a crowd; one for the head and one for the body.

Concerning object detection in a general context; the paper [Gählert, 2020] attempts to
improve object detection in images through using pixel-base bounding box annotations. [Gold-
man, 2019] detect objects in a dense scene using a new layer of prediction called "Soft-IoU"
which predicts IoU of a predicted object bounding box compared to the real object position.

2.2 Anchors

In the state of the art of object detection neural networks, anchors are used to detect objects.
They are bounding boxes of different sizes and ratios generated by the neural network. It
generates a predefined number of anchors at each position of the feature map. For each of them,
a score is predicted, it corresponds to the probability that the anchor contains an object. The
learning phase is based on the comparison of anchors with ground-truth bounding boxes. Each
anchor is centered on its corresponding feature map position, this matching enables the neural
network to predict objects from their centers.

On the other side, there are anchor-free detectors such as [Tian, 2019] which do not use
anchors. In this approach, for each feature map point, object bounding box coordinates are
directly predicted. This approach allows to predict objects from all their pixels.

2.3 Corner Detection

To deal with dense scene and occlusion constraints, object corner information could be used.
My approach is based on generating proposals from corner in RPN generator. There are already
existing approaches that are also based on corner information.

The paper [Qiu, 2020] presents an approach called BorderDet which aims to improve the
detection of objects in dense scenes by using feature maps of borders in addition to standard
feature maps of centers. This way allows not to miss partially hidden objects. But the limit of
this method is that it needs a first coarse prediction to extract border points.
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[Zhou, 2019b] suggests to detect the extreme points and the central point of an object. The
final detection is obtained by grouping these points. The proposed approach is based on the
detection of key points using heat maps and CornerNet [Law, 2018]. This method needs extreme
points annotations.

[Wei, 2020] uses point-set anchor instead of a rectangular box anchor, this permits to rep-
resent objects more accurately. This approach is mainly interesting in the case of image seg-
mentation and pose estimation, where ground-truth annotations are not standard bounding
boxes.

[Duan, 2020] proposes an anchor-free and two stage object detector, based on corner pro-
posals. These proposals are generated by predicting two kinds of corner heat maps; top-left and
bottom-right. Corners are extracted from these maps and a fixed number of proposals are then
generated.

3 Object Detection in Dense Scenes Motivation

In standard Faster R-CNN, RPN generates proposals from object centers. In fact, it takes feature
maps as input, and generates anchors for each point in each map. An anchor is placed in a way
that the point is located at the anchor center. The network predicts for each anchor, objectness
(a score corresponding to the probability of the anchor bounding box to be an object) and
offsets to correct the anchor position and match the real object. The training phase compares
each anchor to ground truth bounding boxes, using IoU metric (Intersection over Union). The
anchors with big IoU are considered as objects (ground-truth objectness is equal to 1). The
anchors generated at corner regions are likely to be classified as non-objects as their IoUs with
ground truth bounding boxes are small. If the image contains objects whose only visible parts
are corners, they are more likely to be missed by the network. In the case of bee images, this
situation is frequent due to the high density of bees in the bee frame image. The RPN has a
direct influence on the recall of Faster R-CNN; if an object is missed during proposal generation,
it is almost impossible to detect it by Faster R-CNN. I think that this issue can be resolved by
generating another kind of anchors, using another way of placing them on feature map points.
Each one of this new type of anchors is placed in a way that the point is located at a corner
anchor. This way would enable RPN training to consider anchors generated at object corner
regions as objects (ground truth objectness is equal to 1) and avoid missing partially hidden
bees. My work is motivated by these elements:

• In standard anchor-based neural networks for object detection, prediction is based on
object center information, corner information is not taken into account.

• Improving anchor generation could be used in all anchor-based neural networks like YOLO.

• Generating anchors influences on detection recall. It is important to generate anchors able
to take into account the type of visible region (center or corner).

• Bee detection and counting are interesting tasks for beekeeping domain. Improve accuracy
of detection remains an important objective to reach.
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4 Approach

Faster R-CNN is a two stage neural network. It uses RPN as a proposal generator. This
component generates anchors centered on the feature map positions. This way of placing anchors
favors objects whose central regions are visible. I propose to generate another kind of anchors
in order to predict objects from corners and improve detection recall.

Figure 5.1: General Architecture of Faster R-CNN based on corner detection. l: number of
feature maps, N : number of images, Hi: height of feature map i, Wi: width of feature map i,
C: number of channels, K: number of anchors per feature map position.

4.1 General Architecture

The proposed neural network is based on Faster R-CNN. Figure 5.1 shows the structure of
the network. My work focuses on RPN, the purpose of this sub-network is to generate region
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proposals which are then classified and enhanced using another sub-network. The first step
computes feature maps using a pre-trained classification neural network like VGG or ResNet.
Then objectness and offsets are predicted. After that the predicted offsets are re-used by anchor
generation mechanism to create proposals which are ordered using objectness scores. In the
standard approach, proposals are generated from object centers. My approach consists in gener-
ating proposals from object corners. To achieve this objective, I modified the anchor generation
mechanism and extended the neural network to predict corner data. Section 5.4.2 explains the
types of generated anchors. Section 5.4.3 presents the added corner predictors. Section 5.4.4
describes how generated anchors and prediction data are combined to create proposals. Sec-
tion 5.4.5 clarifies the used method for labeling anchors during training. The last Section (5.4.6)
cites the used losses for training.

4.2 Anchor Generation

The aim of the standard anchor generation is to detect objects from their centers. In the case
of dense scenes, where usually objects are partially occluded, the central region of the objects
could be hidden, therefore some objects could be missed. Anchors are a set of bounding box
candidates for predicted objects. They are generated on feature maps. In the case of FPN [Lin,
2017a], more than one feature maps are used to detect objects of different sizes. I extend the
anchor generation mechanism by adding four anchor generators: top left anchors, top right
anchors, bottom left anchors and bottom right anchors. For each generator, K anchors (in my
case K = 3), of different sizes and ratios, are generated at each position for each feature map.
Let s be the dimension of a feature map stride (the image region corresponding to the feature
map point), w the anchor width, h the anchor height, and x1, x2, y1 and y2 anchor coordinates
in the format X1X2Y 1Y 2 (X1: x-coordinate of left border, X2: x-coordinate of right border,
Y 1: y-coordinate of top border, Y 2: y-coordinate of bottom border), in the coordinate system
whose origin is the center of the stride:

• Central anchor:
x1 = −w/2, x2 = w/2, y1 = −h/2, y2 = h/2

• Top left anchor:
x1 = −s/2, x2 = w − s/2, y1 = −s/2, y2 = h− s/2

• Top right anchor:
x1 = −w + s/2, x2 = s/2, y1 = −s/2, y2 = h− s/2

• Bottom left anchor:
x1 = −s/2, x2 = w − s/2, y1 = −h+ s/2, y2 = s/2

• Bottom right anchor:
x1 = −w + s/2, x2 = s/2, y1 = −h+ s/2, y2 = s/2

Figure 5.2 illustrates the five types of generated anchors.
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Figure 5.2: Types of generated anchors from feature maps
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4.3 Objectness and Offset Prediction

Instead of using one layer for predicting objectness and offsets, four other parallel layers are
added to predict corner data. In total there are five branches with different weights; (1) the
first to generate proposals from object centers, (2) the second to generate proposals from object
top left corners, (3) the third to generate proposals from object top right corners, (4) the fourth
to generate proposals from object bottom left corners, (5) the fifth to generate proposals from
object bottom right corners. Each branch is made up of two layers; the first one takes as input
the feature maps generated by the backbone, and applies a convolution operation. The second
layer contains two sub-branches, the first is a convolutional layer to predict objectness at each
feature map position, the second is a convolutional layer to predict box offset coordinates to
correct proposal positions.

4.4 Generating Proposals

Proposal generation is performed by combining the prediction data and the generated anchors.
I duplicate this step four times to generate proposals from corner data. It consists in applying
predicted offsets on generated anchors, then a predefined number of best proposals is preserved
from each feature map, the NMS (non-maximum suppression) algorithm is applied on each
set of feature map proposals to reduce multidetection, and finally a predefined number of best
proposals is preserved from all proposals. A proposal is better than the other when its objectness
score is higher. The final set of proposals is simply a union of proposals generated by the five
generators.

4.5 Anchor Ground Truth Labeling and Offset Assigning

The anchor labeling consists in giving each anchor a value 0 or 1 according to whether the
anchor contains an object or not. Offset assigning is the process of giving each anchor the offsets
that must be applied to the anchor to reach the correct position. The aim of training is, for
each anchor, to predict the objectness and offsets that should be as close as possible to anchor
assigned label and offsets. My approach uses standard labeling and assigning; for each anchor,
the ground truth bounding box with which the anchor has the greatest overlapping score (IoU:
Intersection over Union) is mapped to the anchor, if this IoU is greater than a fixed threshold
(0.7 in the standard implementation of Faster R-CNN), the anchor is labeled with 1, if it is
less than a fixed threshold (0.3 in the standard implementation of Faster R-CNN), the anchor
is labeled with 0, otherwise it is ignored. The differences between the anchor borders and the
borders of the mapped bounding box are the assigned ground truth offsets.

4.6 RPN Losses

As demonstrated in Figure 5.3, there are two losses in RPN; objectness loss and offset loss. To
balance between positive and negative samples, a sampling is performed. The training consists
in optimizing the sum of these two losses:
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• Objectness loss:

L = − 1
Ncls

Ncls∑
i=1

tilog(pi) + (1 − ti)log(1 − pi) (5.1)

• Offset loss:

L = 1
Nreg

Nreg∑
i=1

R(oi − oi∗) (5.2)

Where R, Ncls, Nreg, pi, ti oi, oi∗ are respectively the smooth L1 loss [Girshick, 2015], the
number of anchors to classify, the number of anchors to regress, the predicted objectness, the
ground truth label, the predicted offsets, and the ground truth offsets.

For training on different layers, I add similar losses for the predicted corner information.
The final loss is an equally weighted sum of the five losses.

Figure 5.3: RPN losses. These two losses are duplicated five times to train predictors on center
and corner data.

5 Experimental Results

To assess the accuracy of my approach, I used conventional object detection metrics: average
recall and average accuracy. Since my approach consists of modifying RPN, I tested the recall of
RPN in addition to the accuracy of the whole neural network. The extendibility and modularity
of Detectron2 framework enabled us to create and integrate my custom subcomponents like
anchor generators and RPN predictors. In this Section, I present the results of my corner
approach. I start by describing the created datasets for training and testing in Subsection 5.5.1.
Then, in Subsection 5.5.2 I explain the library parameters that I set for my use case. In
Subsection 5.5.3, I discuss and compare the accuracy results that I obtained after training and
testing the standard approach and my approach.
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Table 5.1: Accuracy of standard approach and my corner approach. RPN AR@1000: RPN
average recall on 1000 first detections using 0.5 IoU, Faster R-CNN AR: Faster R-CNN average
recall on 100 first detections using 0.5 IoU, Faster R-CNN AP: Faster R-CNN average precision
on 100 first detections using 0.5:0.95 IoU. Number of proposals before RPN NMS is 200, number
of porposals after RPN NMS is 1000.

Approach
Metric RPN

AR@1000
Faster R-CNN

AR
Faster R-CNN

AP
Metric type Recall Recall Precision

Standard Approach Normal density 76.45 76.45 46.03
High density 56.06 53.87 27.6

Corner Approach Normal density 86.73 82.8 52.17
High density 66.88 55.82 28.54

5.1 Train and Test Data

I created three image sets; (1) the first set was annotated by our partners, it contains arbitrary
images coming from our dataset sources. They were not completely annotated; highly occluded
bees were generally not annotated, because of the effort required by these annotations. (2) The
images of the second set were purposely selected to obtain a database with high object density.
Moreover, they were almost entirely annotated. (3) The third set contains images with a lower
object density. I took 22 images from my first set with 1086 annotations. I created two test
sets: (1) the first one contains 11 images with 535 annotations coming from my first image set,
(2) the second contains 25 images with 1691 annotations coming from the second set of images.
By using two image sets I aimed at comparing my approach under two situations: images with
normal density and images with higher density.

5.2 Parameters

I mainly used the default parameter values set by the Detectron library except for some pa-
rameters. For training, a pretrained Faster R-CNN model with FPN architecture was used.
This model uses a pretrained ResNet-50 backbone trained on ImageNet dataset. The model
was trained on COCO dataset. As long as transfer learning is used, 8000 iterations of training
on bee images was enough to achieve state-of-art results. The number of preserved proposals
before and after NMS algorithm were also fixed through two specific Detectron parameters. I
changed the default values because the relevance of my approach depends on that parameters.

5.3 Result Analysis

Table 5.1 shows the results of the tests for the standard approach against the proposed approach.
Recall and precision are significantly improved by the corner approach. The recall evaluates the
number of detected objects compared to ground truth ones. The precision corresponds to the
proportion of correct detections among all detections.

To compare the standard approach to the corner approach, the number of RPN output
proposals must be the same. The number of proposals preserved before NMS is 200. When
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FPN is used, 200 best proposals are retrieved from each feature map. There are 5 feature maps,
it means that 1000 proposals are preserved. After NMS, in the standard case, 1000 best proposals
are preserved, it means that all the proposals are preserved. In the case of my approach, 200
best proposals are preserved from each center/corner prediction after NMS, before merging the
five sets to obtain 1000 proposals. These parameter values were chosen because of the constraint
of the inference. In fact NMS is a greedy algorithm, it requires time and resources. Providing a
big number of proposals to NMS is not very convenient if quick detection is required.

The results demonstrate that my approach detects more objects than the standard. This is
due to the predicted corner data which enables the neural network to detect bees from corners.

Table 5.2: Accuracy of my corner approach when some modifications are applied: (1) One loss
instead of five losses, (2) One branch for detecting corner data instead of four branches, (3)
Using shifted convolution in corner branches instead of normal convolution. RPN AR@1000:
RPN average recall on 1000 first detections using 0.5 IoU, Faster R-CNN AR: Faster R-CNN
average recall on 100 first detections using 0.5 IoU, Faster R-CNN AP: Faster R-CNN average
precision on 100 first detections using 0.5:0.95 IoU. Number of proposals before RPN NMS is
200, number of porposals after RPN NMS is 1000.

Approach
Metric RPN

AR@1000
Faster R-CNN

AR
Faster R-CNN

AP
Metric type Recall Recall Precision

One loss Normal density 85.79 81.31 51.95
High density 65.58 52.27 28.35

One branch Normal density 82.82 82.61 48.71
High density 64.7 59.43 30.02

Shifted convolution Normal density 84.67 81.87 51.94
High density 63.87 54.35 29.02

6 Discussion

To understand my results, and explore my approach advantages and limits, I have analyzed some
aspects of them. First, I verified the accuracy of the center predictor alone, this is explained in
Subsection 5.6.1. In Subsection 5.6.2 I talk about the influence of the number of the preserved
proposals on the neural network accuracy. In Subsection 5.6.3 I focus on the possibility of merg-
ing the proposals before NMS. On the other hand, I explored using one loss instead of five losses
and one branch instead of five branches as explained in Subsection 5.6.4 and Subsection 5.6.5. In
Subsection 5.6.6, the new convolution method that I used to enhance corner data representation
is described. Finally, in Subsection 5.6.7, I analyze the results that I obtained when I trained
my neural network on bee images with low density.

6.1 Accuracy of Center Data

When I compared the accuracy of the standard neural network and the network based on my ap-
proach using only center prediction, the standard gives better results. Indeed, it is more difficult
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for the training to find backbone parameters that satisfy all the objective losses. Nevertheless,
the results demonstrated that the corner data detected by proposed approach compensates the
reduced accuracy of center data prediction.

6.2 Number of Preserved Proposals before NMS

I noticed that the accuracy of my approach is not good when the number of preserved proposals
from each feature map exceeds 200. It is is certainly related to my training set. This limitation
is not present in other cases as I will see later in this thesis. Further research work must be
carried out to understand the reason of this limitation.

6.3 Proposal Concatenation

The proposed approach is based on the concatenation of the proposals after NMS. Merging
these proposals before NMS algorithm is another possibility: in this case, the predicted offsets
for each branch (center/corner) are applied to the anchors to obtain proposals, these bounding
boxes are concatenated in a set, then they are ordered by their objectness score, and NMS is
applied to reduce multi-detection. The advantage of this method is that it executes the NMS
algorithm once instead of five times. But its results were not satisfactory. Furthermore, in this
alternative approach, NMS should be applied to a greater number of proposals which requires
a greater use of resources.

6.4 One Loss vs Five Losses

Instead of using one loss for each corner or center, only one loss could be used. In fact, this can
be implemented by combining corner and center predicted data in a single layer. The five anchor
generators are replaced by one generator which generates the five types of anchors. The labeling
and mapping step is performed on all the generated anchors. As demonstrated by Table 5.2 this
approach gives lower results than the one based on five different losses.

Table 5.3: Accuracy of standard approach and my corner approach when training on dataset
with low object density. RPN AR@1000: RPN average recall on 1000 first detections using
0.5 IoU, Faster R-CNN AR: Faster R-CNN average recall on 100 first detections using 0.5 IoU,
Faster R-CNN AP: Faster R-CNN average precision on 100 first detections using 0.5:0.95 IoU.

Approach
Metric RPN

AR@1000
Faster R-CNN

AR
Faster R-CNN

AP
Metric type Recall Recall Precision

Standard Approach Normal density 62.99 45.61 23.01
High density 49.67 21.94 10.81

Corner Approach Normal density 65.42 55.33 27.69
High density 53.93 31.52 14.27
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6.5 One Branch for Corner Data

A similar approach was also tested. Instead of using four different branches for the corner data,
one branch is used. This method has the advantage of reducing the number of parameters to
learn. Despite of the constraint of representing different types of corners with the same set of
parameters, the approach results are promising as shown in Table 5.2.

6.6 Shifted Convolution

My approach is based on predicting objectness and offsets from object corners. Whether or not a
feature map region corresponds to a corner depends on the region content and its surroundings.
Regarding the corners, the prediction is more influenced by the region containing the object.
This region is not encircling the corner as it is the case for object center, but it is shifted. For
instance, for a top left corner, instead of using a surrounding centered on the corner point, this
surrounding should be shifted to right and bottom. Therefore instead of convolving the points
of standard surrounding, the convolution is made on this new surrounding which contains more
relevant corner data. The results of this approach are presented by Table 5.2.

6.7 Sparse Images as Training Set

To check the relevance of my approach, I trained the neural network on a simple database made
up of 22 images with only 424 annotations. In fact these images contain sparse bees. The
objective was to verify whether the approach could detect partially visible objects using only
visible parts which are mainly bee corners. So I used a sparse image set to prevent the network
to learn hidden objects by considering them as small. The results are shown in Table 5.3.
The limits of those results are that the accuracy is very low compared to the values of state
of the art. In fact it is certainly due to the limited number of annotations used for training.
But the advantage of that case, is that there is no limit to the number of considered proposals
before NMS. More investigation should be conducted in the future to understand the relation
between the training annotations and the performance of the approach. Figure 5.4 shows that
my approach detects some occluded bees while the normal approach could not predict them.
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(a) Detected bees in the first image
using standard approach.

(b) Detected bees in the first image
using corner approach.

(c) Detected bees in the second im-
age using standard approach.

(d) Detected bees in the second im-
age using corner approach.

(e) Detected bees in the third image
using standard approach.

(f) Detected bees in the third image
using corner approach.

Figure 5.4: The detected bees in three images using standard and proposed approaches. (a)
and (b) relate to the same image. (c) and (d) relate to the same image. (e) and (f) relate to
the same image. Colored rectangles correspond to predicted bounding boxes. White rectangles
correspond to ground truth bounding boxes.
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7 Conclusion

In this chapter, I propose a new approach to detect objects in dense scenes. It is an extension
of the standard Faster R-CNN. In addition to predicting whether the positions of the feature
map correspond to the object centers, I predict whether they correspond to the object corners.
This is achieved through generating a new set of anchors and predicting their corresponding
objectness and offset data. My approach aims to improve object detection in the case of bee
frame images. Therefore, I built and annotated a specific dataset. I executed training and
testing to evaluate my approach. When the number of the preserved proposals before NMS is
less than 200, my approach performs better than the standard. So it can be used in situations
where computation resources are limited. Moreover, my proposed neural network can be used
in other object detection contexts. Since my approach is only to extend anchor generation
mechanism, it is not specific to Faster R-CNN, but it can be exploited in other anchor based
neural networks like YOLO. I hope that my approach can help beekeepers to monitor their
beehives more accurately, and that my work can contribute to the advancement in computer
vision research.

I have also demonstrate that the NMS limitation is not presented when a low density dataset
is used for training. But I think that this limitation must be addressed in the future. How to
improve recall independently to the number of preserved proposals should be treated in more
depth. On the other hand, my approach should be tested in other contexts and neural networks.
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Chapter 6
Detection of Nested Objects

Dans une image, les objets présentent des relations différentes entre eux. Parmi ces
relations, on retrouve l’imbrication: un objet peut se retrouver à l’intérieur d’un
autre. Ce cas s’observe dans différentes situations, comme par exemple lorsque des
varroas sont situés sur des abeilles. En effet, dans un cadre d’abeilles, les varroas sont
souvent positionnés sur le dos des abeilles. La détection des abeilles et des varroas
est très utile pour estimer le niveau d’infestation et aider les apiculteurs à prendre
des décisions.
La détection des objets imbriqués sur les images peut être coûteuse en terme de
ressources. Les méthodes classiques de résolution sont 1) l’entraînement d’un réseau
de neurones détectant des objets de types différents ou 2) l’entraînement de deux
réseaux de neurones où chacun se charge de détecter les objets d’un type donné.
Ces approches ont des limites surtout en terme de ressources utilisées. Je propose
d’utiliser le réseau de neurones Mask R-CNN pour la détection des objets principaux
(abeilles) et la segmentation des objets internes (varroas). Ce réseau de neurones ex-
trait des informations communes à partir de l’image d’entrée et applique des couches
spécifiques pour améliorer les informations extraites. Après des expérimentations et
des tests, j’ai constaté que l’extraction des informations issues de la couche "Res4"
de Mask R-CNN donne de meilleurs résultats pour la détection d’abeilles et la seg-
mentation de varroas.
Afin d’entraîner le réseau de neurones, et tenir compte de la grande différence
des taux d’apparition par image de chaque type d’objet, j’ai construit deux bases
d’images annotées. J’ai proposé deux manières de réaliser l’apprentissage sur deux
bases de données différentes. La première consiste à traiter par chaque itération
d’entraînement deux types de données, les images annotées des abeilles, et les images
annotées des varroas. La deuxième consiste à réaliser deux entraînements consécutifs,
chacun est réalisé sur une base d’images différente.
Mes expérimentations montrent que le réseau de neurones qui améliore la précision
de détection des varroas par rapport à l’approche standard consiste à détecter con-
sécutivement les objets, et ceci sans perte de précision de la détection des abeilles.

Résumé
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Chapter 6. Detection of Nested Objects

1 Introduction

Varroas are small parasites that attack bees. They are among the main causes of bee health
degradation [Sipos, 2021]. Beekeepers monitor varroas by using traditional methods based
on sampling. Using artificial intelligence to evaluate the number of these parasites can help
beekeepers estimate the level of infestation of their colonies. Varroas and bees are nested objects,
detecting them could be demanding in terms of computer resources and time. To overcome this
constraint, I propose to perform nested object detection through one neural network based
on Mask R-CNN architecture. This network predicts bee positions, for each detected bee,
segmentation is performed to find varroa pixels. The neural network extracts common features
from the input image, and applies specific layers to enhance the information retrieved for each
object type. Due to the large difference between the probability of occurrence in the images of
the two object types, two different annotated dataset were built. Neural network was trained
on these dataset. I obtained one neural network able to detect nested objects and with results
similar to using two separate neural networks. In this chapter, I explain my proposed approach
for nested object detection. I start by presenting the state of the art related to my subject in
Section 6.2. Then I explain my motivation in Section 6.3. In Section 6.4, I describe the proposed
approach. Finally, in Section 6.5, I show and discuss the obtained results.

2 State of the Art

In this section, I start with a reminder of the object detection task in Subsection 6.2.1, then in
Subsection 6.2.2 I explain how an object detector performs classification of objects of different
types. In Subsections 6.2.3 and 6.2.4, I focus on the segmentation task by describing two neural
networks used for semantic segmentation and instance segmentation. Then, in Subsection 6.2.5,
I talk about existing approaches dealing with the problematic of detecting nested objects.

2.1 Object Detection

Since the emergence of machine learning and deep learning, computers became more efficient
on object detection tasks. Indeed, thanks to the increase in computing power and the ability to
process big data, training algorithms executed on neural network structures give more interesting
results. The object detection task consists in detecting objects of one or many defined classes.
For each object inside the input image, the task should provide a rectangle surrounding the
object region and its class. This rectangle is called bounding box. There are different approaches
based on deep learning used for detecting objects. There are two main types of object detectors;
one-stage object detector and two-stage object detector, for more information, see Section 3.4.

2.2 Multi-class Object Detection

Through using image classification mechanisms, the object detector could detect objects of
different classes. When the input image contains objects of different classes (e.g. cats, dogs,
bees . . . ), in addition to detecting object positions, the object detector detects also the class
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of each object. In the case of Faster R-CNN, this classification is performed by a stack of
convolutional layers. Figure 6.1 shows the structure of the sub-neural network of Faster R-CNN
responsible for predicting object classes. After extracting features from the proposal region by
the first and second fully connected layers, the next layer calculates the score for each class,
the softmax layer calculates the probability that the proposal belongs to each class (background
class included), the output proposal class corresponds to the highest probability.

Figure 6.1: Faster R-CNN branch that performs proposal classification

2.3 U-Net

U-Net is a well known neural network proposed for performing segmentation task [Ronneberger,
2015]. It has a hierarchical symmetric structure. Figure 6.2 shows an example of U-Net archi-
tecture. First, the input image passes through a downscale phase which extracts features from
the image, the result is a feature map with smaller dimension and higher number of channels
which contains semantic information about the image. Then the result passes through an up-
scale phase which increases the size of the feature map to reach the segmentation result. As
it is used in many neural network architectures like ResNet for image classification [He, 2016],
U-Net contains skip connections which connect downscale output layers to the corresponding
upscale layers, this structure enables the network to avoid losing image information and increase
learning capacity.

2.4 Mask R-CNN

Mask R-CNN is a neural network used for performing instance segmentation, it is an extension
of Faster R-CNN neural network. To detect object pixels, a new branch is added to the neural
network. For each bounding box predicted by Faster R-CNN, the corresponding features are
extracted from the feature maps generated by the backbone, a smaller feature map is obtained
as result. The mask branch classifies feature map points into object/not object. To get the final
segmentation, a projection is performed on the original image. Figure 6.3 shows the architecture
of Mask R-CNN neural network.

The backbone extracts features from the image, these features are used for generating pro-
posals, classifying them and predicting object pixel regions. When FPN is used, the backbone
generates more than one feature map of different sizes. As explained in Subsection 3.4.5, to

1https://fr.wikipedia.org/wiki/U-Net
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Figure 6.2: U-Net Neural Network Architecture Example 1

Figure 6.3: Mask R-CNN Neural Network
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classify proposals, ROI Pooling selects a corresponding feature map from the generated feature
maps according to the bounding box size, it projects the bounding box on it, and extracts a new
feature map matching the proposal. Then the classification is performed on these obtained data.
If the proposal is classified as an object, segmentation processing is performed on the extracted
feature map.

Mask R-CNN Head is composed of a stack of convolution layers (the standard implementation
contains 4 convolutions), then the output is given to transposed convolution layer which increases
the size of the feature map, then the mask prediction layer is performed to predict masks. This
layer classifies each feature map point to object/no object pixel. For more information on
transposed convolution see this tutorial [Deep Learning, 2022].

To train Mask R-CNN neural network, instead of using generated bounding boxes predicted
by Faster R-CNN as input of Mask Head, generated proposals are used.

2.5 Nested Object Detection

Sometimes we need to detect objects that are localized inside other detected objects. Computer
vision domain deals also with such a task. A typical example is the face and eye detecting task.
It must detect faces and eyes of humans present in the input images. Two approaches could
be used to accomplish this task, detecting eyes and faces directly on input images, or detecting
faces first, then detecting eyes on detected face regions. To directly detect faces and eyes, a
same object detector is used, it must detect objects of two different classes (faces and eyes), this
approach needs to learn face and eyes features by a same neural network which can be more
challenging than detecting eyes from face features. Consecutive detection is implemented using
two neural networks, the first takes whole human images as input, the second one takes face
images as input. Thus, the architecture of the detector is heavier than the first case, it needs
more memory to save parameters and more time to train. This can be improved by detecting
eyes directly from face features already calculated by the first neural network.

The faces and eyes detection example is similar to detecting bees and varroas, except that
the probability of presence of nested object is not the same: the eyes are always present inside
a face while the probability of existence of a varroa inside a bee is very low.

This is new and challenging issue. To my knowledge there is no solution published yet for
dealing with issue of detecting nested objects of different occurrence probabilities.

3 Nested Object Detection Motivation

Varroas are parasites that attack bees. They infiltrate in bee brood and multiply themselves.
They pump nymph and adult bee blood. The bee health is then deteriorated and cannot
produce honey 2. It is why monitoring infestation level is so important. There are classic
ways of estimating and monitoring the infestation level. But they need human effort and are
not accurate since they are based on sampling. Computer vision methods could be used to
automate this type of tasks. In fact, artificial intelligence gives more and more interesting

2https://sciencepost.fr/australie-tue-abeilles-par-millions/
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results, therefore computer vision approaches based on machine learning could help beekeepers
to monitor varroa infestation level and more easily protect their beehives.

There is already research work that deal with using neural network to detect varroa on bee
frame images and other works to detect bees alone. But I notice that there is no research done
to propose one neural network for detecting bees and varroas at the same time. In fact, to have
a more complete detection, both bees and varroas should be detected, it is helpful to evaluate
infestation level more accurately and to correlate the varroa number and bee number.

In this chapter, I propose a new approach based on neural networks which aims to detect
bees and segment varroas. This approach can be extended to tasks that need to detect objects
inside others.

4 Approach

In this section I present the approach. I start by presenting the general architecture of the
proposed approach in Subsection 6.4.1. Then, in Subsection 6.4.2, I demonstrate why consecutive
detection was chosen over multi-class detection. In Subsection 6.4.3, I explain why I preferred
segmentation over object detection. After that, in Subsection 6.4.4, I talk about the advantage
of using one neural network instead of using two neural networks for nested object detection.
In Subsection 6.4.5, I explain mechanism of feature extraction proposed to detect and segment
nested objects. Finally, in Subsection 6.4.6, I explain methods proposed for training neural
network for two different dataset.

4.1 General Architecture

The general architecture is based on Mask R-CNN. As it is illustrated in Figure 6.3, the FPN
backbone generates five feature maps, these features are used by RPN which predicts proposals,
then each proposal is classified as object/ no object by the box heads. The segmentation task is
performed by the mask head. In the standard Mask R-CNN, segmentation concerns the same
type of objects, in my case bees. As my objective is to segment varroas, the mask head is
trained on the varroa regions instead of the bee regions. I chose this approach because of these
arguments:

• Faster R-CNN is already a good neural network for bee detection.

• Mask R-CNN is a good state-of-art neural network for instance segmentation, therefore it
can be used to detect bees and segment varroas at the same time.

4.2 Multi-class Detection vs Consecutive Detection

The most natural way to detect bees and varroas using the same neural network is to use a multi-
class object detector, for example configuring Faster R-CNN to detect two types of objects. To
train this neural network, bee frame images containing bee and varroa annotations should be
provided to the learning process. But I cannot obtain these annotations. In fact the probability
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Table 6.1: Accuracy results of Faster R-CNN detecting varroas from bee frame images and from
bee images

Neural Network BBox Recall
@0.5

BBox Average
Precision @0.5

Points Mean
Average Precision

Faster R-CNN
Varroa in Frame 76.92 71.68 80.8

Faster R-CNN
Varroa in Bee 87.08 82.55 89.7

Relative Difference +13.21% +15.16% +11.01%

of presence of varroa in a frame image of bees is very rare compared to the presence of bees.
Therefore, annotating enough number of varroas for training requires annotating a very big
number of bees, which is not possible due to the time needed by the annotation task. While
detecting varroa from bees needs only images of infected bees and the corresponding varroa
annotation.

Another important argument that pushes us to detect varroas as inner objects is the fact
that detecting varroas from bee features is more accurate than detecting them from image
frame features. Table 6.1 shows the average precision in both cases using Faster R-CNN neural
network. This can be explained by the fact that the percentage of area occupied by a varroa in
a frame image is lower than that occupied by a varroa in a bee.

Moreover, detecting objects of two different types and sizes by a neural network is more
challenging than detecting objects of one type, because in the first case it needs to learn using
the same set of layer parameters to extract bee and varroa features.

4.3 Segmentation vs Object Detection

Locating objects in an image consists of finding their positions. Each position can be coarse
like the object center, or more accurate like the bounding box surrounding the object, or very
accurate like the object pixels. Object detection consists of giving object bounding boxes,
while segmentation is to find object pixels. The segmentation task needs only one branch that
classifies each pixel. Object detection needs in general two branches, one to predict the presence
of an object at each pixel and another to predict bounding box coordinates. Therefore since I
have segmentation annotations, I chose to segment varroas instead of predicting their bounding
boxes because the resulting neural network is lighter. Regarding point detection, it is based on
segmentation; for each pixel, a score should be predicted corresponding to the probability that
it matches an object center. For these reasons, I focused my research on the segmentation task.

4.4 Two Neural Networks vs One Neural Network

A straightforward way to detect bees and varroas on bees consecutively is to detect first bees
using a neural network trained on bee detection, then detect varroas on bees using a second
neural network trained on detecting varroas from bees. The main drawback of this approach
is that it needs to have two different neural networks with different parameters. Thus, the
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whole detection consumes more time and resources which are usually not available. In fact,
after detecting bees, features are already extracted from the original image, these features can
be used to detect varroas instead of using the original bee region.

4.5 Backbone Feature Extraction

Mask R-CNN contains a backbone which extracts features from original images. As it is illus-
trated by Figure 6.4, these features are used for generating proposals, predicting object bounding
boxes and generating the segmentation mask. In the standard approach, generated masks cor-
respond to predicted objects, in my case they represent inner objects (e.g., varroa on a bee).
Concretely the backbone generates a set of feature maps. According to the used backbone and
the configuration, one feature map is chosen for each bounding box. ROI pooling extracts the
corresponding region from the feature map and forwards it to the head layers.

As illustrated by Figure 6.5, when FPN architecture is used, five feature maps "p2", "p3", "p4",
"p5" and "p6" are generated by the backbone. These feature maps have decreasing resolutions.
Proposals are generated from all these feature maps, according to the size of each bounding box,
ROI pooling selects the feature map from which the extraction is performed. In standard Mask
R-CNN, Box Head pooling and Mask Head pooling extract features from the same feature map
for each bounding box proposal. But when the network is trained for segmenting another type of
objects (e.g., varroa), learning features is more challenging, as the same features should contain
common information of two different types of objects (e.g., bee and varroa). To overcome this
constraint, I decide to select different features for segmenting varroas, this selection must respect
the balance between these two constraints:

• Not basic features (like bee images), otherwise there is no benefit of using one neural
network for nested detection.

• Not very advanced features, otherwise extracting common features is difficult.

On the other hand, as the varroa is a small object, feature maps of bigger resolution are
more adequate for segmentation, so the first FPN output feature maps are more interesting
but using them means increasing the number of common layers and making training more
challenging. FPN has pyramidal symmetric architecture, "p2", "p3", "p4" and "p5" have the
same sizes respectively as "res2", "res3", "res4" and "res5". The "res" features are the outputs
of the stages of the standard ResNet neural network. After testing extracting features from
different ResNet stages, I conclude that using "res4" for segmentation gives the best results.

To extract more information specific to varroas, I added a branch connected to the backbone.
After extracting features from this backbone, the branch performs convolutions on input feature
map, then the output is given to the Mask Head for varroa segmentation. Figure 6.6 shows the
architecture of the whole configurable neural network, it has two parameters:

• Feature map to select from the backbone, it can be the input image, ResNet output features
or FPN output features.

• The branch layers.
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Figure 6.4: Diagram showing how the features generated by Mask R-CNN backbone are used
for prediction

Figure 6.5: Feature Pyramidal Network
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Figure 6.6: Architecture of Mask R-CNN with a branch for extracting features specific to varroa
information

4.6 Training Mask R-CNN for Nested Object Detection

As explained in Subsection 6.4.2, I do not have one dataset containing bee annotations and
varroa annotations, I have two separate datasets:

• Bee frame images each of which is annotated by bounding boxes corresponding to bees.

• Bee frame images each of which is annotated by bounding boxes corresponding to infected
bees and masks and ellipses corresponding to varroas.

Standard training should be modified to consider two different types of data. I have proposed
three ways of training.

(1) The first one takes as input two batches of data, bee frame images with bee annotations,
and bee frame images with bee infected and varroa annotations. During the forward phase,
two backbone features are calculated, one from each input data. Features corresponding to bee
annotations are used to calculate RPN losses and Box Head losses, the one corresponding to
varroa annotations are used to calculate Mask Head losses. ROI pooling of Mask Head extracts
regions from feature maps corresponding to bee infected annotations. The mask loss takes as
input varroa positions on infected bees. In other words, the neural network is trained to predict
bees of the first dataset and to segment varroas in bees of the second dataset. Figure 6.7 shows
this data flow when using two separate batches for training neural network.

(2) The second way of training is based on transfer learning, it consists of performing two
separate training, the neural network is trained for varroa segmentation task, the output back-
bone parameters are saved and imported into the neural network to train it a second time for
bee detection task.

(3) The third way of training is to merge the datasets, one backbone forward is performed,
the resulting features are then separated to pass them to the next layers.

During inference, the neural network is forwarded normally; the first dataset are used to
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evaluate bee prediction, the second one is used to evaluate varroa segmentation. Figure 6.8
shows the inference data flow for detecting bees and segmenting varroas.

Unless otherwise stated, the used trained method to test my approach under different pa-
rameters and conditions is the first one.

Figure 6.7: Training Mask R-CNN for bee detection and varroa segmentation using two batches
from different dataset
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Figure 6.8: Mask R-CNN inference for detecting bees and segmenting varroas

5 Results and Discussion

In this section, I focus on presenting the accuracy results that I obtained by testing different
parameters, methods and conditions on proposed approach compared to standard separate de-
tection. The implementations of neural networks are based on Detectron 2, its extensibility and
modularity has enabled us to modify standard components and add custom branches. I start
the section by describing the dataset I used to evaluate and compare the neural networks in Sub-
section 6.5.1. Then, I present the used metrics in Subsection 6.5.2. After that, I compare the
approach based on different neural network parameters in Subsection 6.5.3. In Subsection 6.5.4,
I also compare the results when using different feature maps for extracting information for varroa
segmentation. Next, in Subsection 6.5.5, I discuss how accuracy is influenced by using or not
an additional layer for extracting varroa features before pooling. After that, I show the results
according to mask loss factor in Subsection 6.5.6. Then, in Subsection 6.5.7, I show the results
when transfer learning is used. Finally, in Subsection 6.5.8, I compare accuracy results in two
cases: when inferring from bee proposals and when inferring from annotated infected bees.

5.1 Varroa Dataset

I aim at building a neural network which detects bees and varroas on bees. Therefore I must
train and evaluate this approach on bee detection and varroa segmentation. Thus, I have split
my bee frame set composed of 63 images annotated by bees into a train set of 45 images (2581
annotated bees) and a test set of 18 images (1282 annotated bees) to obtain a dataset dedicated
to bee detection.

Regarding varroa detection, I have already a set of images composed of 254 images annotated
by infected bees and varroas. To augment my dataset by negative examples, I have added images
annotated by not infected bees. After filtration I obtained a set of 316 images annotated by
infected/not infected bees and varroas. For each annotated bee, I have generated a binary mask
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of contained varroas. Then, I have split the set into a train set of 260 images (978 bee masks)
and a test set of 56 images (266 bee masks).

To compare varroa detection from bee images and varroa detection from bee frame images,
I have built a dataset for each type of detection. The first one is composed of 254 bee frame
images that I split into a train set of 200 images (475 annotated varroas) and a test set of 54
images (117 annotated varroas). The second one is composed of 1290 bee images (augmented
by not infected bees) that I split into a train set of 979 images (460 annotated varroas) and a
test set of 311 images (178 annotated varroas).

5.2 Metrics

To evaluate the performance of the proposed approaches, I used the following metrics: mean
average precision for bounding boxes, mean average precision for keypoints and dice score. As
explained earlier, the dataset containing varroa annotations are different from the one containing
bee annotations, I evaluated the varroa detection/segmentation separately from bee detection.
According to the used neural network, the output format can be one of three:

• A binary mask of the whole bee frame image, it corresponds to varroa positions.

• Instance masks, each one corresponds to varroa positions on a bee.

• Bounding boxes surrounding varroas.

5.2.1 Dice Score

As explained in Subsection 4.3.8, dice score metric evaluates the accuracy of the segmentation
results. I used it to assess neural networks that segment varroas in order to compare their
performances. The ground truth data are binary masks. A binary mask is a 2D matrix whose
values are 0 or 1, 1 means that the corresponding pixel belongs to a varroa, 0 means the opposite.
This mask can correspond either to a bee or the whole bee frame image depending on the used
dataset.

Mask R-CNN generates instance masks. For each detected bee, a binary mask is predicted.
To calculate dice score metric, the masks of bees of the same image are summed to obtain a
varroa mask of the entire bee frame image. Then dice score is calculated between the result and
the ground truth mask.

5.2.2 Mean Average Precision for Bounding Boxes

As explained in Subsection 4.3.7, mean average precision metric evaluates the accuracy of the
bounding box results. I used it to compare the performance of the neural networks that detect
varroas as objects. The ground truth data are bounding boxes, since the original constructed
dataset contains masks, a transformation algorithm was developed to get bounding boxes from
varroa masks. For neural networks that generate segmentation results, I used the same trans-
formation to convert segmentation data to bounding boxes.
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The transformation algorithm is as follows: the input results are the segmentation data;
for each bee, a binary mask for each bee. A global mask corresponding to the whole image is
calculated by summing masks, then using the "scipy" library, a connected component algorithm
is performed on the global mask to get different regions, the boxes are obtained by acquiring
the minimum and maximum coordinates of each region.

5.2.3 Mean Average Precision for Keypoints

Varroas are very small objects, they can be considered as points compared to the whole frame
image. Furthermore, the objective of detecting varroas is to estimate the infestation level.
Therefore, it is enough to simply find the varroa centers to achieve the objective. Thus, I calculate
mean average precision on keypoint results. This metric is explained in Subsection 4.3.9. I notice
that the keypoint results are higher than bounding boxes results, this can be explained by the
fact that detecting varroa centers is less restrictive than detecting borders of bounding boxes
surrounding varroas.

To obtain ground truth data composed of keypoint annotations, I simply calculate the centers
of varroa regions. To obtain keypoints from segmentation results I get bounding boxes and then
the centers are calculated.

5.3 Neural Network Parameters

ROI pooling takes as input the feature map of the bee frame image and the bounding box
surrounding the bee. It projects the bounding box position on the feature map to find the
features corresponding to the bee. ROI pooling summarizes the bee features into an output
feature map of a fixed size. The output pooling resolution corresponds to the size of the feature
map obtained after pooling the bee features. It is a parameter of the neural network.

Unlike bee regions, varroa regions are small compared to the feature map obtained after
pooling. Therefore, according to the output pooling resolution, varroa information could be
lost while extracting feature maps. To evaluate the influence of this parameter on the results,
I launched training under two different pooling resolutions 14x14 and 28x28. The results are
depicted in the two first lines of Table 6.2. The accuracy increases when using resolution of
28x28 instead of the standard value which is 14x14. Using higher resolutions than 28x28 does
not give better results since the training would be more difficult due to the increase of neural
network parameters. Another important reason why the output resolution should be limited
is the size of varroas, since their corresponding regions are very small compared to the input
feature map, the mask loss tends to be smaller when the resolution is bigger, very small losses
could make the training difficult.

Another parameters that I tested is the number of convolutions in Mask Head. These
convolutions extract information from the bee feature map, in the standard Mask R-CNN there
are 4 convolutions. I launched the training under three different parameters: 2, 4 and 8. The
results are presented in Table 6.2. The best parameter value is 4; few convolutions do not
extract enough information, many convolutions increase the number of parameters which makes
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Table 6.2: Accuracy of Faster R-CNN under different pooling resolution and number of convo-
lutions after pooling.

Parameters Dice Score Points Mean
Average Precision

Points Average
Precision @0.5

Points Average
Recall @0.5

Pooling Res: 14x14
Conv Number: 4 42 52.6 53 63.6

Pooling Res: 28x28
Conv Number: 4 50.14 60.6 60.8 74.8

Pooling Res: 28x28
Conv Number: 2 48.27 57.9 58.1 78.5

Pooling Res: 28x28
Conv Number: 8 40.61 57.8 57.9 80.4

the training more difficult.

5.4 Feature Map Extraction

My objective is to detect bees and varroas from bee features by using only one neural network.
The backbone generated feature maps are used for generating proposals, classifying bees and
segmenting varroas. The bee and varroa objects are not the same, my challenge is to find the
common backbone features that can be used for both bee detection and varroa segmentation.
My developed architecture allows to choose the features that are used as ROI pooling input for
varroa segmentation. To find the best features, I tested neural network training under different
extracted features:

• The original input image

• The output of Res3 stage

• The output of Res4 stage

The extracted features were directly forwarded to ROI pooling (I called this a "basic branch").
The results are compared to the standard approaches: Faster R-CNN trained only on bee
detection and Mask R-CNN trained only on varroa segmentation. The results are presented in
Table 6.3. I have these important remarks:

• Bee detection is stable in all cases, it means that training on varroa segmentation does not
influence the bee detection.

• Varroa results become more interesting when the extraction is performed from advanced
information.

• The best result that I reached is obtained when extracting from Res4. Extraction from
Res5 gives lower accuracy. This may be explained by the fact that Res5 output features
does not contain enough details for varroa segmentation.
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Table 6.3: Accuracy of Faster R-CNN detecting bees, Mask R-CNN applied only on varroa
segmentation, compared to Mask R-CNN using basic branch and different types of extraction

Neural Network Points Mean
Average Precision on Varroas

BBox Mean
Average Precision on Bees

Faster R-CNN
trained on bee detection - 53.3

Mask R-CNN
trained on varroa segmentation 83.8 -

Mask R-CNN
Basic Branch

Image Extraction
24.1 54.2

Mask R-CNN
Basic Branch

Res3 Extraction
45.1 54.2

Mask R-CNN
Basic Branch

Res4 Extraction
63.7 54.2

Even when using Res4 features, the accuracy is still lower than using a neural network trained
only on varroa segmentation. The varroa segmentation accuracy limit can be explained by either
(1) the training does not find the neural network parameters that can be used for detecting
bees and segmenting varroas at the same time (2) or the bee detection accuracy influences the
varroa segmentation accuracy. The second hypothesis is confirmed by the results presented in
Subsection 6.5.8.

5.5 Branch Influence

The feature map extracted from the backbone could not contain high semantic information
for segmenting varroas. I have tested adding convolution layers before pooling. Table 6.4
compares the accuracy result of forwarding directly the feature to ROI pooling (Basic Branch)
and performing a convolution of kernel 3x3 and preserving the number of channels before pooling
(Conv Branch). I notice that the accuracy is more interesting in case of not using the convolution.
This can be explained by the fact that the training become more difficult due to the increase of
neural network parameters.

5.6 Mask Loss

To train the whole neural network for bee detection and varroa segmentation, five losses are
used:

• Two losses for generating the proposals: one for objectness, another one for offset coordi-
nates (for more details, see Subsubsection 3.4.5.5)

• Two losses for object prediction: one for classification, another one for offset coordinates
(for more details, see Subsubsection 3.4.5.5)
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Table 6.4: Accuracy of Mask R-CNN applied on varroa segmentation when using a basic branch
and using a Conv branch

Neural Network Points Mean
Average Precision on Varroas

BBox Mean
Average Precision on Bees

Mask R-CNN
Basic Branch

Res4 Extraction
loss × 8

67.9 54.3

Mask R-CNN
Conv Branch

Res4 Extraction
loss × 8

65.9 52.5

Table 6.5: Table comparing results of Mask R-CNN applied on varroa segmentation when using
standard mask loss and multiplying the loss by x8

Neural Network Points Mean
Average Precision on Varroas

BBox Mean
Average Precision on Bees

Mask R-CNN
Basic Branch

Res4 Extraction
63.7 54.2

Mask R-CNN
Basic Branch

Res4 Extraction
loss × 8

67.9 54.3

• One loss for segmentation task: the used function is the binary cross entropy

Since the varroa region is small, ground truth positive pixels are fewer compared to ground truth
negative pixels. This imbalance generates a small loss. Compared to the other four losses, it
could be neglected. To overcome this issue, I multiplied the loss by a factor, and compared the
results. Table 6.5 shows that multiplying the loss gives better results for varroa segmentation.
I have tested two factors x8 and x16, they give almost the same result.

5.7 Transfer Learning

Another approach for detecting objects of two different types using a same neural network is
to perform transfer learning. It consists in transferring a learning capacity that some neural
network layers have previously acquired from a training to another neural network sharing the
same layers. For example, if I have a neural network that has been trained to detect objects of
a defined type, its parameters could be imported to another neural network that has common
layers, and a new training to detect objects of another type could be launched. The obtained
neural network would be able to detect two types of objects.

To accomplish transfer learning in my case, I launched two training each of which corresponds
to an object type. The first one is dedicated for only segmenting varroas by extracting features
from Res4 since the Res4 features are important for segmenting varroas (Table 6.3). Then,

117



Chapter 6. Detection of Nested Objects

Table 6.6: Accuracy of Faster R-CNN detecting bees, Mask R-CNN applied only on varroa
segmentation, compared to Mask R-CNN trained consecutively on varroa segmentation then on
bee detection after freezing backbone branches before Res4 included

Neural Network Points Mean
Average Precision on Varroas

BBox Mean
Average Precision on Bees

Faster R-CNN
trained on bee detection - 53.3

Mask R-CNN
trained on varroa segmentation 83.8 -

Mask R-CNN
Transfer learning

Freezing Branch Res4
64.7 46.1

Table 6.7: Accuracy of Faster R-CNN detecting bees, Mask R-CNN applied only on varroa
segmentation, compared to Mask R-CNN trained on bee detection and using Res4 and Res3
whose parameters are the results of training on varroa segmentation extracting Res4 features

Neural Network Points Mean
Average Precision on Varroas

BBox Mean
Average Precision on Bees

Faster RCNN
trained on bee detection - 53.3

Mask RCNN
trained on varroa segmentation 83.8 -

Mask RCNN
Transfer learning
Res3 +4 Branch

63.7 53.3

I freeze the Res4 layer of ResNet neural network and all the previous stages (especially Res3
because stem and Res2 are freezed by default), and perform a second training dedicated for bee
detection. The results are presented in Table 6.6. The varroa segmentation precision is similar to
the one obtained when performing a separate batch training (Table 6.3). But the bee accuracy
is reduced. The reason of this decrease is because Res3 and Res4 layers are frozen during the
second training, their parameters cannot be modified to extract specific bee information.

To avoid this decrease, I consider a Mask R-CNN with a branch dedicated for varroa segmen-
tation. The branch is constructed exactly by the same layers as the concatenation of Res3 and
Res4 stages. I trained a Faster R-CNN neural network on bee detection alone. I perform another
training for varroa segmentation alone by extracting from Res4. The parameters obtained from
the first training are imported into Mask R-CNN structure, the parameters of Res3, Res4 and
Mask Head are respectively imported into Mask R-CNN branch sub components Res3, Res4 and
the Mask Head. The results are shown in Table 6.7. I notice that the bee precision is increased.
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5.8 Inner Object Accuracy

To evaluate varroa segmentation accuracy by the final neural network that performs the detection
of objects of both types (bees and varroas), I have two ways:

• Evaluating varroa detection on bee frame images after generating bee proposals from them.

• Evaluating directly varroa segmentation using annotated infected bees.

The first method leads to a connection between varroa accuracy and bee accuracy: varroa detec-
tion accuracy could be limited by bee detection accuracy. The second way is more representative
of neural network capability of detecting inner objects. Table 6.8 compares accuracy of stan-
dard approaches, approaches based on separate batch training, and transfer learning approaches
according to three metrics:

• Point mean average precision on varroas (generated proposals): the inference was per-
formed on bee proposals generated by RPN.

• Point mean average precision on varroas (bee infected annotations): the inference was
performed on bee infected annotations.

• BBox mean average precision on bees: it corresponds to bee detection accuracy.

From this table I have two important remarks: (1) The precision of varroa detection depends
on the type of used bee bounding boxes, the result is always more interesting in case the inference
is performed from ground truth annotations instead of predicted bees. This can be explained
by the fact that the generated proposals are less accurate than the ground truth annotations;
(2) The last line corresponds to the best approach as it has the advantage of segmenting varroas
from bees with the best accuracy and detecting bees with an accuracy near to the best one.

Figure 6.9 shows examples of varroa segmentation performed by Mask R-CNN neural network
trained only on varroas and extracting features from Res4 output, the inference is performed on
ground truth bee infected annotations.
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Figure 6.9: Examples of varroa segmentation performed by Mask R-CNN trained only on varroas
and extracting features from Res4. Each image contains infected bee bounding box, ground
truth varroa region, and predicted varroa region colored by another color. The numbers are
the identifiers of bee masks corresponding to predicted varroa regions. Predicted regions can be
distinguished through their colors which correspond to identifier colors.
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Table 6.8: Accuracy of Faster R-CNN detecting bees, Mask R-CNN applied only on varroa
segmentation, compared to different approaches of Mask R-CNN trained on bee detection and
varroa segmentation evaluating under two conditions: inference from proposals, inference from
annotated infected bees.

Neural Network
Points MAP on

Varroas
(generated proposals)

Points MAP on
Varroas

(bee infected
annotations)

BBox MAP
on Bees

Faster R-CNN
trained

on bee detection
- - 53.3

Mask R-CNN
trained

on varroa segmentation
- 83.8 -

Mask R-CNN
Basic Branch

Res4 Extraction
63.7 80.5 54.2

Mask R-CNN
Transfer learning

Freezing Branch Res4
64.7 85.7 46.1

Mask R-CNN
Transfer learning
Res3 +4 Branch

63.7 85.7 53.3

6 Conclusion

Nested object detection is an important common task in computer vision domain. It consists
in detecting two types of objects, one inside another one. My objective is to detect bees and
varroas using one neural network. Varroas are parasite that are generally located on top of
bee backs. Unlike other use cases, varroas and bees have very different shape and occurrence
probabilities in bee frame images. Thus, I could not have one annotated dataset containing bees
and varroas data. I built different dataset for each object type. To handle nested object detection
in these conditions, I propose to use Mask R-CNN architecture which is initially proposed as an
extension of Faster R-CNN to perform object detection and instance segmentation of the same
object type. I modified this approach to segment the inner object instead of the detected object.
The RPN generates bee proposals, they are then classified to obtain predicted objects, then
varroa region pixels are predicted from bees. The most important points that I have dealt with
are: training one neural network on two different dataset to detect nested objects, and extracting
relevant features for inner object segmentation. Regarding training constraint, I proposed two
different approaches; transfer learning where the same neural network is trained consecutively
on the two datasets, and separate batch training where two different batches are forwarded by
the backbone during each training iteration. Mask R-CNN network is composed of a backbone
feature extractor, my proposed approach extracts Res4 output to perform segmentation. Finally
I obtained an approach that have similar accuracy performance as the standard approach: two
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different neural networks trained separately. Therefore, I have reached my goal to have one
neural network that performs detection of bees and varroas by consuming less resources and
time during inference compared to standard approach.
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Chapter 7
Results

Dans ma thèse, j’ai présenté deux principales contributions: l’approche basée sur les
coins pour l’amélioration de la détection des objets dans les scènes denses, et une
approche efficace pour la détection des objets imbriqués.
Comme cité précédemment, les caractéristiques de la couche "Res4" de Mask R-
CNN sont pertinentes pour la détection des objets imbriqués. En plus des tests
de précision réalisés pour confirmer ce résultat, j’ai effectué des expérimentations
et affiché des ensembles de caractéristiques, illustrant le calcul des différences entre
les cartes d’abeilles et celles de varroas et leur permutation. J’ai aussi comparé
l’extraction standard FPN et celle basée sur "Res4".
Une question importante concernant la détection des objets imbriqués est la dif-
férence entre la détection des objets inclus (varroas) à partir d’une image et leur
détection à partir des objets englobants (abeilles). Pour cela, j’ai réalisé un test pour
valider que la détection des varroas à partir des images d’abeilles donne de meilleurs
résultats que la détection à partir des images de cadre d’abeilles.
Afin de valider la pertinence de la méthode basée sur les coins pour la détection des
objets partiellement cachés dans les scènes denses, j’ai testé l’approche sur un sous-
ensemble de la base d’images publique Crowd Human qui correspond à des scènes de
foules de personnes. Les résultats montrent bien que l’approche des coins proposée
est intéressante aussi pour la détection d’objets de nature différente.
Afin de valoriser les approches proposées, et dans le cadre du projet PNAPI, j’ai par-
ticipé au développement d’une application web qui fera partie de la plateforme d’aide
aux apiculteurs. Cette application permet notamment la saisie des données concer-
nant le comptage des varroas. Un travail additionnel doit être réalisé pour intégrer
le système de détection des abeilles et des varroas à la plateforme afin d’automatiser
la tâche de comptage.
L’objectif de ma recherche est entre autres d’aider les apiculteurs dans leurs tâches
de traitement de varroas. Pour cela, le système doit fournir le niveau d’infestation
d’une ruche à partir des images prises par l’apiculteur. Pour atteindre cet objec-
tif, un travail additionnel de recherche doit être réalisé. Néanmoins, j’ai calculé le
pourcentage d’infestation à partir des abeilles et des varroas détectés par le réseau
de neurones et comparé le résultat aux approches standards. J’ai constaté que la
précision de l’estimation du pourcentage d’infestation est améliorée.

Résumé
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J’ai par ailleurs aussi analysé la consommation de ressources de l’approche proposée
pour la détection des objets imbriqués. Mon approche utilise moins de ressources en
termes de temps d’exécution, de mémoire, du nombre de paramètres du réseau et du
nombre d’opérations réalisées par rapport à la détection consécutive des objets.

Résumé
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1. Introduction

1 Introduction

In my thesis, I have proposed two main contributions: corner approach which detects objects
from corners to improve detection in dense scenes, and one neural network to perform detection
of nested objects. I based my suggestions on hypothesis that I supported by results. The
main hypothesis that I defend are: (1) detecting objects from corners can improve detection of
partially hidden objects, (2) detecting varroa from bee images is more accurate than detecting
from bee frame images, (3) Res4 features are relevant for varroa segmentation, (4) separate batch
training and transfer learning are better than merged batch training. To validate my hypothesis
I performed some further studies and experiments. In this chapter I present this work and the
obtained results. In Section 7.2, I talk about some experiments carried out to check the best
features for nested object detection. In Section 7.3, I present accuracy results obtained when
merging batches of different dataset is applied during training to detect nested objects. Then,
in Section 7.4, I explain a method based on U-Net architecture and its segmentation results
when applied on bee frame images and bee images. In Section 7.5, I explain another method
of representation and detection of varroa objects based on density estimation. After that, in
Section 7.6, I explain the experiments realized to validate my corner approach on a public set of
images containing humans. In Section 7.8, I qualitatively compare detecting corners as objects
to my corner approach. In Section 7.10, I present some results concerning infestation level
estimation. In Section 7.11, I compare the approaches proposed for detecting nested objects and
the standard approach in terms of computation. Finally, in Section 7.9, I present the PNAPI
global platform that will host my object detector.

2 Choosing Common Features for Nested Object Detection

In previous chapter, I proposed a neural network structure to perform bee detection and varroa
segmentation at the same time. It is based on Mask R-CNN, but instead of segmenting bees,
the network is trained on segmenting varroas. The main modification that I introduced is the
feature map selection for inner object segmentation. An intermediary feature map from ResNet
output stages is chosen and forwarded to layers responsible for predicting varroas. This choice
must respect two constraints: (1) the feature map must contain good semantic information to
predict varroas, and (2) the shared layers must be able to extract common features of bees and
varroas. In this section, I present some experiments that I carried out to find the best feature
map to select.

2.1 Displaying Feature Maps

A preliminary analysis of the problem is to display feature maps and make hypothesis based on
qualitative estimation of extracted information. Thus I visually compared the output feature
maps of backbone ResNet stages in two cases: training on bee detection only and training on
varroa segmentation only. Figure 7.1 shows the output feature map of stages "stem", "res2",
"res3", "res4" and "res5" obtained by forwarding an image example into a neural network trained
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(a) Stem output - bee (b) Stem output - varroa

(c) Res2 output - bee (d) Res2 output - varroa

(e) Res3 output - bee (f) Res3 output - varroa

(g) Res4 output - bee (h) Res4 output - varroa

(i) Res5 output - bee (j) Res5 output - varroa

Figure 7.1: Backbone output feature maps trained on bees and varroas.
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2. Choosing Common Features for Nested Object Detection

Table 7.1: Means of euclidean distances between feature maps generated by bee detector and
ones generated by varroa segmentor on 56 image examples (the results are averaged)

Layer Mean distance
Res stem 0
Res2 0
Res3 0.51
Res4 0.94
Res5 0.79
Fpn2 1.08
Fpn3 1.17
Fpn4 1.21
Fpn5 1.28
Fpn6 1.27

on bees and another one trained on varroa segmentation. A feature map contains three dimen-
sional data (height, width, channels), to obtain displayable data, I calculate the mean of channel
values of each point.

The outputs of stem and Res2 are the same for both cases. In fact, the corresponding layer
parameters are frozen during training, the initial values are the results of a training performed
on a big dataset for object detection. I can also notice that the two Res3 outputs are quite
similar, the Res3 extracts similar information from bees and varroas. The divergence starts
from layer Res4, the outputs are quite different, they correspond to bee and varroa positions.
The Res5 outputs are also different.

From this analysis, I can conclude that the stage Res3 preserves common information. There-
fore, for detecting bees and varroas at the same time, Res3 stage could be shared by the two
tasks. I notice that Res4 output features contain high semantic information in both cases. Thus,
extracting these features for varroa segmentation could be sufficient, Res3 features seem not very
relevant for this task.

2.2 Difference between Feature Maps

To investigate more the common features that can be used for detecting nested objects, I cal-
culate the means of euclidean distances between feature maps generated by bee detector and
ones generated by varroa segmentor on 56 image examples (the results are averaged). Table 7.1
shows the obtained results. It contains also values concerning FPN layers. ResNet differences
are clearly lower than FPN differences, because FPN layers extract more specific information.
In fact, in standard Faster R-CNN and Mask R-CNN, features are extracted from FPN layer
outputs. Thus, they contain very specific information. It is why sharing these layers to perform
bee detection and varroa segmentation using one neural network is more challenging.
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Table 7.2: Standard detection results using Faster R-CNN trained on bee detection only and
Mask R-CNN trained on varroas segmentation only, compared to the obtained neural networks
modified: each line correspond to the corresponding obtained neural network whose some layers
have been swapped with their equivalent in the other neural network.

Bee Mean Average
Precision BBox

Varroa Mean Average
Precision Points

Standard Detection
(Faster R-CNN / Mask R-CNN) 61.8 83.8

Backbone swapped 0 1.1
ResNet swapped 0.3 18.8

Res3 + Res4 swapped 7.3 8.8
Res3 swapped 51.1 29.5

Res3.0 + Res3.1 swapped 57.7 79.7

2.3 Swapping Layers

Another way to find the common information between detecting bees and detecting varroas is
to swap layers. I extract some layers of neural network trained on bee detection and replace
them inside the neural network trained on varroa detection and vice versa. I have performed
five hierarchical swapping:

• The whole backbone (ResNet + FPN)

• ResNet alone

• The two ResNet stages: Res3 and Res4

• Res3 alone

• Res3.0 and Res3.1 which are consecutive blocks of the stage Res3. Each block is composed
of convolutions.

At each extraction, the accuracy of the detection is calculated and compared to the standard
approaches. Table 7.2 shows the results. I notice that the accuracy improves when the extraction
concerns smaller neural network parts. I notice also that the significant increase in accuracy
starts when swapping Res3 layer of bee detector with its equivalent layer in varroa detector and
vice versa. This remark confirms that the common information can be preserved by Res3 layer.

2.4 Using Standard Feature Map Selection

My approach is based on Mask R-CNN and FPN. The standard method to select the feature
map for proposal classification and instance segmentation is to calculate the area of the proposal
generated by RPN and choose a feature map according to that size; bigger feature maps are used
for smaller objects and smaller feature maps are used for bigger objects (for more details see
Subsubsection 3.4.5.4). I have tested this way of selecting feature map for varroa segmentation.
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3. Fusion Batch Training

Table 7.3: Varroa accuracy of Mask R-CNN trained on two separate batches and extracting
Res4 features compared to Mask R-CNN trained on two separate batches and extracting all
FPN features from backbone.

Neural Network Points Mean
Average Precision

Points Average
Precision @0.5

Points Average
Recall @0.5

Mask R-CNN
Separate Batches
Res4 Extraction

63.7 63.7 84.1

Mask R-CNN
Separate Batches

Extracting all feature maps
52.6 53 63.6

The result is depicted by Table 7.3 which shows the comparison of accuracy between using Res4
extraction and standard feature map selection. I notice that extracting from a fixed feature map
as Res4 gives better results.

3 Fusion Batch Training

To train one neural network for two tasks in parallel, I proposed a method based on forwarding
one batch composed of two types of images:

• The first set contains images coming from bee detection dataset, each image comes along
with bee bounding box annotations.

• The second set contains images coming from varroa detection dataset, each image comes
along with bounding box bee infected and not infected annotations, bee infected annota-
tions comes along with ground truth varroa masks.

The backbone forwards the batch. It outputs feature maps corresponding to the two type of
data. The batch is then divided into two sub-batches, each one contains data of specific task:

• The batch corresponding to bee annotations is forwarded to RPN and Box Head for pro-
posal generation and object classification.

• The batch corresponding to varroa annotations is forwarded to Mask Head for varroa
segmentation.

Table 7.4 shows the result of that training compared to standard approaches. I notice that the
accuracy is limited compared to other methods proposed in Subsection 6.4.6, it can be explained
by the fact that merging two batches in one reduces the number of examples used for training.
Increasing the batch size is not possible due to memory limit.
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Table 7.4: Table comparing results of Mask R-CNN applied on varroa segmentation when using
fusion batch training and separate batch training

Neural Network Points Mean
Average Precision on Varroas

BBox Mean
Average Precision on Bees

Mask RCNN
Res4 Extraction
separate batches

63.7 54.2

Mask RCNN
Res4 Extraction
merge batches

49.1 54.1

4 U-Net Segmentation

Among the main neural network architectures used for semantic segmentation, there is U-Net
neural network (Subsection 3.4.3). It has a symmetric pyramidal structure; a first phase where
the image is downscaled. This phase enables feature extraction from the image. The second
phase increases the feature map size, to achieve segmentation. I have tested this architecture
to segment varroas from bee frame images and bee images. The used implementation is based
on MobileNet neural network. It is a version of ResNet neural network that was proposed
for image classification. Thus, it contains only layers that decrease the size of the image to
extract features. I have added layers responsible for increasing the feature map sizes to obtain
segmentation (for more details see [Tensorflow, 2022]). Table 7.5 shows the dice score metric
result of varroa segmentation using U-Net neural network based on MobileNet from bee frame
images (each one contains many bees) and from bee infected images (each one contains one bee).
The results confirm that detecting varroas from bee images gives better result than detecting
from bee frame images.

Table 7.5: Dice score of U-Net detecting varroas from bee frame images and bee images. The
used implementation is MobileNet.

Neural Network Dice Score
U-NET

Mobile Net Implementation
Varroa in frame

38.1

U-NET
Mobile Net Implementation

Varroa in bee
53.57

5 Density Estimation

Object segmentation requires predicting the pixels that correspond to the object in the input
image. In my case, I am more interested in detecting varroa center positions as my objective
is counting varroa number present on bee frame. Some approaches dealing with this problem
were published, for example [Xie, 2018] proposes a deep learning method to count humans. It
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generates a density distribution for each human head: it uses a Gaussian filter to create a 2D
gaussian distribution surrounding head centers. The mean and maximum of this distribution is
localized at head center. The neural network is trained to generate a density map that matches
these gaussian distributions. The counting is performed by integrating the output.

As I have more specific varroa annotations, I can generate more interesting density maps.
Each varroa is annotated by an ellipse. I used the formulas explained in [Do, 2008], to obtain a
two-dimensional Gaussian distributions from ellipses. Figure 7.2 shows an example of generated
density distribution, yellow intensity corresponds to the distribution value at each position.

Figure 7.2: Example of generated density map from varroa ellipse annotation

After generating densities, I modified standard Mask R-CNN to handle densities instead of
masks, the main modification that I implemented is related to annotation pre-processing: updat-
ing density distributions to match image transformations while training. Regarding inference, I
used the standard implementation. In fact, to generate masks, probability scores are generated
by the network, then a thresholding (default value is 0.5) is performed to obtain final regions
corresponding to varroas. The network trained on density distribution estimation generates also
probability values. After getting the mask, I retrieve keypoints in the same way as explained in
Subsection 6.5.2. Table 7.6 shows the result accuracy, the features used for varroa segmentation
are Res4 output features. I notice that the results are almost similar. Density estimation could
therefore be an interesting method to handle point detection or counting tasks for nested object
detection.
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Table 7.6: Accuracy results of Mask R-CNN trained on varroa mask prediction by extracting
Res4 features, compared to Mask R-CNN trained on varroa density prediction by extracting
Res4 features

Neural Network Varroa Mean Average
Precision Points

Mask R-CNN
mask prediction 80.5

Mask R-CNN
density prediction 78.8

6 Detection of Humans in Crowd

The corner proposed approach aims to detect objects in dense scenes. To verify the usability of
this approach, I have tested it on images containing humans. I start by presenting the conditions
of my experiments in Subsection 7.6.1. Then, in Subsection 7.6.2, I explain the corner approach
used for training and evaluating accuracy regarding human detection. In Subsection 7.6.3, I
show the metrics used for evaluation. Finally, I present accuracy results in Subsection 7.7.

6.1 Experiment Conditions

6.1.1 CrowdHuman Dataset

Among the state-of-art dataset for human detection in dense scenes, there is CrowdHuman
dataset 1. It contains a training set of 15000 images, a validation set of 4370 photos and a
testing set of 5000 photos not annotated. Each image is annotated (except for the testing set)
with 3 types of bounding box for each person in the photo. One bounding box contains the
whole person, another contains only the visible part and the last one contains the head. An
example of those three annotation bounding boxes is represented on Figure 7.3. In my case I am
concerned by whole person annotation since my objective is to detect bounding box surrounding
whole object even when it is partially hidden.

6.1.2 Dataset Construction

The CrowdHuman dataset is available on the Internet for downloading. The format of annota-
tions is different from Detectron required format, a python code was developed to perform the
conversion.

For first verification, I created a limited subset of filtered images. The filtration criteria is to
take only images whose annotations do not exceed image edges. This choice was made because
the Detectron library clips automatically all bounding boxes to fit the image, which is not good
for training as my objective is to detect the bounding box surrounding the whole object even
when it is outside the image frame. The first dataset that I obtained is as following:

• Training set: 1035 images. The images were taken randomly regardless of their densities.
1https://www.crowdhuman.org/

134

https://www.crowdhuman.org/


6. Detection of Humans in Crowd

Figure 7.3: Types of annotations for one person in CrowdHuman. Green box contains the whole
person, red box contains the visible part and blue box contains its head.
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• Testing set of 4370 images divided in three subsets corresponding to three different object
densities (Subsection 7.6.3).

– High density: 357 images

– Medium density: 998 images

– Low density: 3015 images

To perform more interesting evaluation, I built a dataset consisting of images that were not
filtered. To handle these data, I extended Detectron library to avoid clipping bounding boxes.
Due to limited resources, the training set is composed of 1000 random images, the testing set is
the same as the first dataset, I have used also a mini set of 193 random images for evaluation.

6.2 Tested Approach

I tested my corner approach on CrowdHuman dataset to assess its capability to detect objects
in dense scenes. The approach was used as it is on the first dataset. Whereas, concerning
the second dataset, I have encountered limits in resources. In fact, some images of the second
dataset are large, and training was not possible due to GPU memory limit. To overcome this
issue, I modified corner approach: instead of having four branches to handle corner data, I used
three branches: bottom left, bottom right and top center. This choice was made by taking into
consideration human body shape, the bottom branches would detect legs and top center branch
would detect the head.

6.3 Metrics

In the state of the art, density definition is not discussed a lot, images are often classified
manually as dense or not dense. Thus, I propose an interesting way of quantifying object
occlusion and density in an image.

6.3.1 Density Score

IoU (Intersection over Union) quantifies well the occlusion of objects between each others. The
idea is first to build a matrix containing the IoU between all pairs of bounding boxes. Let A be
this squared matrix of size n × n, where n is the number of bounding boxes. For i, j in [1, n],
IoU(Bi, Bj) is the IoU of boxes Bi and Bj . Notice that A is symmetric and that all its terms
on the diagonal are equal to 1, since the IoU of one box with itself is 1.

A =


1 IoU(B1, B2) · · · IoU(B1, Bn)

IoU(B1, B2) 1 · · · IoU(B2, Bn)
...

... . . . ...
IoU(B1, Bn) IoU(B2, Bn) · · · 1

 (7.1)

So if I take the mean over all the terms under the diagonal, I could have a good score that
quantifies the closeness of all pairs of objects.

136



7. CrowdHuman Results

However, in practice, most of the terms of A are equal to zero when n increases, and the
score would be decreasing with the number of objects, which is not interesting in my case. So
my approach consists of dividing the sum of all the terms of the diagonal by n instead of n(n−1)

2 .
This score SIoU can now be between 0 and (n−1)

2 but it rarely goes beyond 1.

SIoU = 1
n

∑
1≤i<j≤n

IoU(Bi, Bj) (7.2)

The results obtained using this formula for calculating density score seem to be a good represen-
tation of what I am looking for. Figure 7.4 shows some examples of pictures and their density
scores according to Equation (7.2).

Figure 7.4: Density score examples. The axis is divided in three types of density: low, medium
and high.

6.3.2 Object Size

To evaluate the detection behaviours under different circumstances, I calculated accuracy metric
for each object size (small, medium and large). The default implementation of mean average
precision calculates accuracy for each object size 2. I have used this functionality to evaluate
how the corner approach deals with each object size.

7 CrowdHuman Results

7.1 Filtered Dataset

The results of my first inferences concerning the first dataset are presented in Tables 7.7, 7.8,
7.9, 7.10, 7.11, 7.12, 7.13 and 7.14. We can see that most of the time, corner method works
better than the standard one.

To start with the recall, we can observe that the corner recall is higher than standard recall in
all cases I deal with. This is quite satisfying because I first want to increase the recall. Moreover,
recall is improved with a higher rate when I look at high density photos. That makes sense since

2https://github.com/cocodataset/cocoapi/tree/master/PythonAPI/pycocotools

137

https://github.com/cocodataset/cocoapi/tree/master/PythonAPI/pycocotools


Chapter 7. Results

Table 7.7: Average Recall Results of Corner approach trained on a filtered subset of CrowdHu-
man dataset

Standard Corner Relative Difference
Low density 40.1 42.4 +5.74%

Normal density 38.9 40.6 +4.37%
High density 34.3 36.4 +6.12%

Table 7.8: Average Recall on large objects Results of Corner approach trained on a filtered
subset of CrowdHuman dataset

Standard Corner Relative Difference
Low density 48.7 48.9 +0.21%

Normal density 43.4 44.7 +3%
High density 38.9 40.7 +4.63%

Table 7.9: Average Recall on medium objects Results of Corner approach trained on a filtered
subset of CrowdHuman dataset

Standard Corner Relative Difference
Low density 39.6 42.3 +6.82%

Normal density 32.6 34.9 +7.06%
High density 24.8 27.2 +9.68%

Table 7.10: Average Recall on small objects Results of Corner approach trained on a filtered
subset of CrowdHuman dataset

Standard Corner Relative Difference
Low density 24.2 29.6 +22.31%

Normal density 17.1 20.8 +21.64%
High density 9.1 12.9 +41.76%
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Table 7.11: Mean Average Precision Results of Corner approach trained on a filtered subset of
CrowdHuman dataset

Standard Corner Relative Difference
Low density 34.6 35.7 +3.18%

Normal density 33.1 33.9 +2.42%
High density 28.9 30.3 +4.84%

Table 7.12: Mean Average Precision on large objects Results of Corner approach trained on a
filtered subset of CrowdHuman dataset

Standard Corner Relative Difference
Low density 43.1 42.9 -0.46%

Normal density 37.6 38.2 +1.6%
High density 33 34.4 +4.24%

the corner method had been developed to enhance detection in high density scenes. However, I
see that my corner approach does not have a big impact on large objects in low density photos
since it is not the kind of detection it aims to improve.

Regarding the mean average precision, I can notice that my corner approach performs better
than standard approach in almost all cases. In fact, mean average precision depends on recall,
when the recall is improved, this metrics is also improved. In general when the recall is increased,
there is a risk that the precision of the detector decreases. But fortunately in my case, the recall
improvement is more important than the eventual decrease in precision.

However, in some cases, the standard algorithm is still the best option between the two
algorithms. For instance, when the goal is to detect small objects in high density images or
large objects in low density images, the standard approach is slightly better.

What I see on those examples is that the corner network does a lot of multi-detections, which
makes the precision low. These multi-detections should be avoided with NMS, but as NMS is
only applied on each of the five branches, one object could be predicted by different branches
and sent to classification component. The NMS algorithm performed at classification layers
could be studied to overcome this limit.

7.2 Second Dataset

Tables 7.15 and 7.16 show the result concerning the second dataset. Unlike metrics used for the
first dataset, I use less restrictive metrics, instead of averaging precision and recalls at different

Table 7.13: Mean Average Precision on medium objects Results of Corner approach trained on
a filtered subset of CrowdHuman dataset

Standard Corner Relative Difference
Low density 33.7 35.6 +5.64%

Normal density 26.4 27.9 +5.68%
High density 20.2 21.8 +7.92%
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Table 7.14: Mean Average Precision on small objects Results of Corner approach trained on a
filtered subset of CrowdHuman dataset

Standard Corner Relative Difference
Low density 17.5 21 +20%

Normal density 10 11.1 +11%
High density 4.1 4 -2.44%

Table 7.15: Recall @0.5 IoU Results of Corner approach trained on a not filtered subset of
CrowdHuman dataset

Standard Corner Relative Difference
Low density 75.76 78.91 +4.16%
High density 67.05 70.86 +5.68%
Mini subset 85.26 88.61 +3.93%

Table 7.16: Mean Precision @0.5 IoU Results of Corner approach applied on a not filtered subset
of CrowdHuman dataset

Standard Corner Relative Difference
Low density 66.38 68.87 +3.75%
High density 60.21 63.13 +4.85%
Mini subset 80.68 82.76 +2.58%

IoU values, I calculate only the metrics at 0.5 IoU threshold. I notice again that corner approach
performs better than standard approach.

8 Detecting Corners as Objects

Many approaches for object detection are based on detecting objects from their centers. Object
centers are considered as visible for each object to detect. But in real situation, especially in
dense scenes, there are some objects that are partially hidden, only corner regions are visible.
My proposed approach deals with this issue by extending the neural network structure. Another
way to deal with this problem would be to train the neural network to detect object corners. I
have tested this approach using Faster R-CNN neural network. To obtain corner annotations,
I divide each bee bounding box into a grid of 4 × 4, the top left, top right, bottom left and
bottom right tiles are converted to bounding box annotations. The training is performed on
this new obtained annotations. Figure 7.5 shows qualitative results. It shows an example of bee
frame image on which inference was launched, the blue points correspond to regions that neural
network thinks they correspond to object corners (the objectness of these points are bigger than
a determined threshold). I notice that my approach detects more precisely object corner regions.
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(a) (b)

Figure 7.5: (a) Corners detected using corner approach and (b) Corner detected by training
Faster R-CNN on corner annotations

9 PNAPI Platform

My thesis work is part of a global project called PNAPI (Section 2.5). This project aims to
provide to beekeepers a platform that help them managing their apiaries. To value my research
work, I have participated in the design and the development of this platform. In fact my
proposed approaches can be connected to a global system that manage bee colonies data. This
integration would add intelligence to the system. To produce this platform, I was involved in a
team of software developers, and members of PNAPI project specialized in beekeeping domain.
They were specifying the platform requirements. In this section, I describe this platform.

9.1 Platform Architecture

The platform is based on client server architecture. The client side (frontend), is a web ap-
plication developed using Angular framework. The server side (backend) is composed of two
main interconnected components: a REST API developed using Node JS technology, it handles
client requests. And a database manager which handles data manipulation, it is developed using
MongoDB. Figure 7.6 shows the global architecture of the system.

9.2 Platform Functionalities

This platform has several functionalities that can be used by a beekeeper to manage its apiary
and colony data. They are divided into four types:

• Account Management: The user can register itself and manage its credentials.

• Locations and Apiaries: The user can manage its apiary data, their hives and also locations
where apiary could be located.

• Entered Data Management: The user can enter some data related to some passed events.

• Planning: The user can plan specific actions in its calendar.
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Figure 7.6: PNAPI Platform Architecture

Figure 7.7 presents the functionalities offered by the platform. Figure 7.8, 7.9 and 7.10 are some
screenshots of interfaces of the platform application.

Figure 7.7: PNAPI Platform Functionalities

9.3 Data Model

The platform allows its users to manage their data about apiaries. To reach this objective, I
have designed a data model that meets the needs of beekeepers. Each user has its apiaries, each
one is located in a location, and has one or more hives. The user can manage a list of operators.
He can plan some actions in its calendar like harvests or varroa treatments. He can also enter
data about counted varroas in an apiary. Figure 7.11 shows the data model of the platform.
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Figure 7.8: Apiary Interface Screenshot

Figure 7.9: Calendar Interface Screenshot
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Figure 7.10: Varroa Counting Interface Screenshot

Figure 7.11: PNAPI Platfrom Data Model
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9.4 Varroa Counting Module

As seen previously, the developed platform allows users to enter data about counted varroas.
In fact this is an important data for beekeepers to decide whether treatment action should be
triggered. My object detection approaches could be directly transformed to software services
that can be called by the platform to calculate the infestation level. Instead of counting manually
varroas, the beekeeper would take a photo of bee frame using its phone, he would upload this
photo using the platform web application. Then the image is sent to the neural network module
that launches the detection of bees and varroas to predicts the infestation level (percentage of
infested bees), the output value is returned to the user and the counting form is automatically
filled.

10 Infestation Level

The final objective of my thesis is to estimate the infestation level from detected bees and
varroas. The infestation level depends on some variables like percentage of varroa per bee and
season. To validate my approaches with respect to infestation level estimation, I need to build
a specific dataset of annotated images. These images should be annotated by their hives and
the time of capturing. The ground truth infestation level should be given by some beekeeper
experts. In my case, I don’t have the resources and time to build such dataset. Neverthless, I
built a dataset of 33 images annotated by 1251 bees and 78 varroas and compared ground truth
infestation percentage and predicted infestation percentage. The table 7.17 shows the results of
my experiments, I notice clearly that the approach "Res3+4" reduces the error by 0.22%, this is
interesting as we must be precise in case of infestation estimation. In fact, the thresholds used
by beekeepers for treating varroas are between 1% and 5% (section 2.7).

Table 7.17: Results of varroa percentage estimation

Approach Mean Absolute Error Variance Confidence Interval
Consecutive
Detection 1.16% 2.57 [-2.05%, 4.36%]

FPN extraction 2.14% 4.09 [-1.91%, 6.18%]
Res4 extraction 1.23% 2.50 [-1.94%,4.39%]
Res3+4 Branch 0.94% 2.17 [-2%, 3.89%]

11 Computational Overhead

As I have explained previously, my proposed approach for detecting nested objects (bees and
varroas) is more efficient than the standard separate detection. This efficiency is in terms
of resources and time consumed during inference. To evaluate the relevance of the approach
compared to the standard one, I have compared these metrics:

• Inference time
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• Number of parameters of the neural network

• Model memory consumption

• Flops (number of floating point operations) and Macs (number of multiply-accumulate
operations)

The results are depicted by table 7.18. They were calculated by repeating 10 times inference
on 30 images. I notice that the approach giving the best results "Res3+4" reduces each time
resource consumption compared to consecutive detection.

Table 7.18: Computational overhead comparing proposed approaches and standard approach
for detecting bees and varroas

Time
(ms)

Params
Number (G)

Model
Memory (MB)

flops
(G)

macs
(GMACS)

Faster R-CNN
bee prediction 99 41 168 341 170

Mask R-CNN
varroa segmentation 82 31 121 230 115

FPN extraction 11 27
Consecutive Detection 181 72 289 571 285

FPN extraction 104 46 188 355 177
Res4 extraction 114 46 188 430 215

Res3+4 Branch 131
(-28%)

54
(-26%)

221
(-23%)

510
(-11%)

255
(-11%)

12 Conclusion

In this chapter, I have presented experiments I carried out to validate my approach results.
By displaying and swapping backbone feature maps, I have validated that Res4 features can
be used for varroa segmentation. I have also noticed that extracting from Res4 feature map is
more interesting than using standard feature map selection implemented by FPN. This can be
explained by the fact that detecting varroas needs different information than detecting bees.

Regarding training, I have tested merging data coming from different dataset (bee annota-
tions and varroa annotations) into one batch. The obtained results are less interesting than
forwarding two batches or transfer learning.

I have also confirmed that detecting varroa from bees is more interesting than detecting
them from bee frames. To confirm that, I have used U-Net architecture based on MobileNet and
launch training on dataset containing varroa annotations on bees and another dataset containing
varroa annotations in bee frames. The results show that the first method is more relevant.

I have proposed another way to represent varroas. Instead of predicting varroa regions, the
neural network estimates varroa densities. I have used elliptical gaussian density for each varroa
as it is originally annotated by an ellipse. The obtained results show that density estimation is
promising. It can be improved to achieve counting task by integrating the output densities.

To validate the relevance of corner approach, I have trained it on a subset of CrowdHuman
dataset, the obtained result are positive and promising. Due to library constraint and resource
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limit, I have filtered dataset and modified corner approach to reduce the number of corner
branches to three instead of four. More work can be carried out to assess the relevance of the
approach on the whole dataset.

I have also qualitatively compared corner approach to an approach consisting of training
neural network on annotations obtained by cropping each bee corner. I have concluded that
corner approach detects corner regions better.

Finally, I have participated in realizing PNAPI platform which will host the implementation
of my proposed approaches. Thus, my research results are useful for beekeepers to automatically
monitor the infestation level of their colonies by varroas.
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L’objectif de ma thèse était de proposer des approches pour la détection des ob-
jets imbriqués dans les scènes denses. Cette problématique est fréquente dans dif-
férentes situations de la vie courante. Grâce aux avancées fournies par les technolo-
gies d’apprentissage profond, la détection rapide et efficace des objets sur des images
est possible par le biais des réseaux de neurones. Mais cette détection devient plus
difficile dans le cas des scènes denses et objets imbriqués.
En effet, la détection standard des objets par réseaux de neurones se base sur la
détection des objets à partir des centres des régions. Dans le cas des scènes denses,
les centres peuvent être cachés par d’autres objets, par conséquent des objets peuvent
être loupés par le détecteur. Pour pallier cette limite, on détecte les objets par leurs
coins, mais souvent de nouvelles données d’annotation doivent être fournies.
Je propose de résoudre cette problématique en étendant le détecteur d’objets Faster
R-CNN. Ce dernier est un réseau de neurones proposé pour la détection précise des
objets. Il est composé du sous-réseau de neurones RPN qui génère les propositions. Je
propose d’ajouter quatre branches additionnelles à RPN pour la détection d’objets à
partir des différents coins d’un objet. Après expérimentation, mon réseau de neurones
améliore le rappel, dans le cas de la détection d’abeilles dans les scènes denses, jusqu’à
10% et améliore la précision jusqu’à 6%. Dans le cas de la détection des personnes,
la précision et le rappel sont améliorés de 3%.
Concernant la détection des objets imbriqués, l’approche standard consiste à réaliser
une détection successive des objets. Elle se base sur l’utilisation de deux réseaux de
neurones, chacun est entraîné pour trouver les positions d’un type donné d’objets.
Cette approche manque d’efficacité car les caractéristiques sont extraites deux fois
à partir d’une même image. Je propose d’utiliser le réseau de neurones Mask R-
CNN pour la détection en une seule fois des objets imbriqués, dans mon cas, les
abeilles et les varroas. Ce réseau est entraîné pour la détection des abeilles et la
segmentation des varroas. Pour cela j’ai proposé deux méthodes d’entraînement, la
première consiste à fournir à chaque itération des images provenant de deux bases
d’images différentes, et la deuxième consiste à réaliser deux entraînements consécu-
tifs. Pour extraire les informations pertinentes de l’image pour la détection d’objets
de types différents, j’ai procédé à quelques tests et expérimentations. J’ai conclu
que l’ensemble de caractéristiques de la couche "Res4" du réseau Mask R-CNN con-
tient des informations pertinentes pour la détection d’abeilles et la segmentation de
varroas.

Résumé
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Mes propositions permettent d’aboutir à un réseau de neurones qui améliore la dé-
tection de varroas de 1.9% pour la précision sans perte de précision au niveau de la
détection des abeilles par rapport à une détection consécutive. J’aboutis à un réseau
qui améliore la détection des varroas de 11% de précision par rapport à l’extraction
standard des caractéristiques.
Pour entraîner et évaluer mes approches, j’ai construit une base d’images annotées
par des abeilles et des varroas: 63 images de cadre d’abeilles, 3863 abeilles annotées,
565 abeilles infectées annotées, 679 abeilles non infectées annotées et 638 varroas
annotés.
Il y a bien évidemment des modifications à réaliser sur les approches afin d’améliorer
leurs résultats. En effet, j’ai remarqué que parfois l’approche des coins génère des
faux positifs, cela peut être résolu en améliorant l’algorithme NMS. Un autre point
intéressant à traiter est l’occupation de mémoire additionnelle utilisée par l’ajout de
4 branches au réseau. J’ai testé l’utilisation d’un nombre réduit de branches et le
résultat est prometteur. Une autre piste intéressante de recherche serait de tester
mes approches sur différentes architectures et sur différents domaines. Par ailleurs,
afin de répondre aux besoins des apiculteurs, un travail de recherche supplémentaire
doit être réalisé pour obtenir un système capable d’estimer le niveau d’infestation
à partir des images de cadre d’abeilles. Pour valoriser ce système, il faut l’intégrer
dans la plateforme d’aide aux apiculteurs.

Résumé
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The objective of my research is to propose methods to detect nested objects in dense scenes.
This kind of tasks is very useful in real life. For example it is used in medicine domain to
detect infected regions in human cells, or in agriculture domain to detect parasites on animals.
Detecting objects in dense scenes can be a solution for situations where many objects close to
each other must be detected. For example, it can be used to accurately estimate the number
of people in a public space, or to predict the size of colony of insects where occlusion if very
frequent.

Thanks to the advances enabled by deep learning methods, several approaches were proposed
to deal with object detection. Nowadays, we can accurately and quickly detect objects in normal
situations thanks to neural networks. But when the density of objects in an image is very high,
the miss rate of object detector increases. The standard approaches do not have the capability
to detect partially occluded objects. Regarding nested object detection, the main issue of the
existing approaches is the time and resources required to detect objects of different types.

Neural networks proposed for object detection, are usually trained to predict objects from
their center. It means that object center regions are used to predict the presence and the position
of objects. Thus objects whose center regions are hidden can be missed. To overcome this issue,
other approaches were proposed to detect objects from corner regions. But they usually require
corner annotations.

Thus I solve these issues by proposing the corner approach based on the Faster R-CNN
neural network through its component RPN. In addition to detecting object from their center,
they are also detected from their corners without providing additional annotations. Therefore,
partially occluded objects have more chance to be found by the neural network.

More precisely, RPN is a sub neural network trained for generating proposals. It generates,
at each feature map position, anchors which are bounding boxes with defined size and ratio. To
get the final proposal set, each obtained bounding box is classified as object or not. My proposed
approach extends this neural network structure by adding four branches to detect objects from
their corners. To implement this approach, I have modified the anchor generation mechanism
so that generated anchors at corners are shifted to match object regions.

I obtained the following satisfactory positive results:

• The corner approach improves the recall of Faster R-CNN on bee detection up to +6%

• The corner approach improves the recall of RPN on bee detection up to +10%

• The corner approach improves the precision of Faster R-CNN on bee detection up to +6%

• The corner approach improves the precision on CrowdHuman dataset up to +3%

• The corner approach improves the recall on CrowdHuman dataset up to +3%

To handle detection of nested objects, the common approach is to use two neural networks.
Each one is trained on objects of a specific type. This approach requires memory and time.
The alternative method, is to use one multi-class object detector trained to detect objects of
different types. This approach suffer from two issues: (1) difficulty of finding common features

150



Conclusion and Perspectives

using the same set of neural network parameters, (2) difficulty to train the neural network on
two different dataset. In fact, sometimes, especially when the occurrence probabilities of the
nested objects are very different, the training set is divided into two different image sets each of
which is annotated with annotations of a specific object type. As far as I know, the challenge
of detecting nested objects of different occurrence probabilities using one neural network is not
yet addressed.

To overcome the problems, I proposed an approach based on Mask R-CNN. It detects en-
closing objects and segment internal objects using one neural network. I proposed a training
method that uses two dataset during learning phase.

More precisely, after generating bee proposals, each proposal is classified, then varroa regions
are predicted from bee features. I have proposed two ways of training: either (1) training neural
network using two batches at each iteration, each batch corresponds to an object type, or (2)
perform two consecutive training of the same neural network on the two datasets. Moreover, I
concluded that extracting Res4 features from the backbone for varroa segmentation is relevant
to obtain similar accuracy as traditional separate neural networks.

I have reached the second objective of my thesis, thanks to the following contributions:

• The Mask R-CNN approach proposed for nested object detection uses one neural network
and has similar performance as two separate neural networks:

– The transfer learning method based on using branch Res3+4 improves the precision
of varroa point prediction compared to separate neural networks by +1.9% and has
similar precision of bee bounding box prediction

• The Res4 feature extraction improves the precision of varroa point prediction compared
to standard FPN selection up to +11%

My proposed approaches are applied in beekeeping domain to help beekeepers in their moni-
toring tasks. In fact to protect their bee colonies, beekeepers should estimate bee quantities and
the level of infestation by the varroa parasite. Varroas are located on bees which are usually
occluding each other.

• I have proposed an approach based on density estimation, that can be used to count
directly varroas from densities. The result are promising: just -5% of varroa prediction
precision decrease compared to Mask R-CNN trained only on varroa segmentation

To achieve my objectives I have developed my techniques according to the following points:

• I have constructed a dataset of 63 bee frame images, 3863 annotated bees, 565 annotated
infected bees, 679 annotated not infected bees, and 638 annotated varroas.

• I have proposed a keypoint metric to evaluate varroa position prediction. It is less restric-
tive and more adequate for detecting objects of small size and same shape.

The proposed approaches for nested object detection can be directly implemented as software
services. Thus, they can be used for inference on real photos taken by beekeepers to help them
monitor varroa infestation level.
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Perspectives

NMS (Non Maximum Suppression) is used in object detectors to delete duplicated detections:
predicted bounding boxes that correspond to already detected objects. It favour bounding boxes
with high scores. In standard Faster R-CNN, NMS is applied two times, the first execution is
after generating proposals by RPN, the second one is after classifying them. In corner approach,
in RPN, NMS is launched on each branch output, then the results are concatenated to get the
final set of proposals. I have tested concatenating bounding boxes before applying NMS, but
the accuracy was not satisfactory. I think that it is because of the bounding box scores of center
branch that are not in balance with other branch scores. In fact, detecting objects from center
gives scores that are greater in general than scores predicted by corner branches. Thus, after
concatenating boxes coming from different branches, ordering them would put center boxes at
first positions. Therefore NMS would neglect boxes predicted by corner branches. Concatenating
proposals after applying NMS gives rise to duplicated detections. The second NMS execution
could remove this double detection, but the results that I got show that sometimes the second
NMS execution does not filter out duplicated predictions. Further investigation should be carried
out to find out the reason of this issue that degrades the precision and increase the number of
false positives.

The main drawback of the corner approach is its memory usage. This can be annoying in
case the memory is limited. I have proposed other alternatives that are more or less interesting
and need less memory such as using two branches instead of five (one for center detection, and
the other for corner detection), and using four branches instead of five for human detection. The
results are promising, more research can be realized to validate my findings.

To validate my corner approach I have built a dataset of human images. It is a subset of
CrowdHuman dataset. Due to resource limits, I have not tested the approach on official set
dedicated for training. Using the whole dataset is very important step that should be realized
to analyze more deeply the approach and compare it to published approaches proposed for
predicting humans of CrowdHuman dataset.

The approach that I have proposed to detect nested objects has been tested and applied on
bee and varroa case. The particularity of this case is that the types of objects to detect (bee
and varroa) are very different in shape and occurrence probability. These two characteristics are
usually present in infestation phenomena. Therefore my proposed approach can be extended to
other domains where living beings are infected by smaller living beings.

The nested object detection approach that I have proposed aims to facilitate the counting
task of varroas present in colonies. Further work must be carried out to evaluate the relevance
of the approach towards infestation level estimation. This work needs some ground truth data
about the infested level of a set of colonies. A counting method should be proposed, it would take
as input the detected bees and varroa segmentation result for each bee, as output it must give the
number of bees and number of varroas or number of infected bees. In my thesis, I have proposed
another method that predicts varroa density from which varroa number can be automatically
inferred. These two approaches can be improved and tested for predicting infestation level.
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Finally, I believe that my work could benefit beekeeping domain. In fact, the project PNAPI
gave the opportunity to construct tools and approaches that would help beekeepers in their task
and protect bee health. This work should be continued to reach a complete system equipped
with artificial intelligence functionalities that bring automation and improve work efficiency. It
must be able to accompany and assist beekeeper in his daily actions to take care of its bees and
increase its products.
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MOTS CLÉS

détection d’objets, scènes denses, objets imbriqués, varroa, abeille, apprentissage profond, réseau de neu-

rones, Faster R-CNN, Mask R-CNN, segmentation d’objets

RÉSUMÉ

Dans cette thèse, nous abordons deux problèmes essentiels lors de la détection d’objets en traitement d’image : 1)
maintenir une bonne précision d’objets détectés, essentiellement dans le cas d’images denses et 2) détecter des objets
potentiellement imbriqués dans les premiers. Ces deux problématiques existent particulièrement dans le domaine api-
cole. En effet, un apiculteur doit veiller au niveau d’infestation de son rucher par le parasite varroa qui s’installe sur le dos
des abeilles. Les méthodes de traitement d’images par ordinateur peuvent être utilisées pour automatiser cette tâche et
la rendre plus précise.
L’apprentissage profond est à l’origine de progrès dans de nombreux domaines liés à la technologie, notamment en
reconnaissance faciale et vocale, et dans le traitement automatisé du langage et des images. Nous avons appliqué et
adapté ces techniques à nos problématiques. Nos travaux sont basés notamment sur le réseau de neurones Faster
R-CNN. Nous proposons une extension de cette architecture pour améliorer la précision de la détection des objets
imbriqués dans les scènes denses. Notamment, nous proposons d’ajouter à ce réseau des branches qui détectent les
objets à partir de leurs coins. Cela permet de retrouver les objets partiellement cachés. Afin de détecter les objets
potentiellement imbriqués, nous nous sommes basés sur l’architecture Mask R-CNN, une extension de Faster R-CNN,
dédiée à la segmentation d’objets. Nous ajoutons une branche au Faster R-CNN pour segmenter les objets internes.
Nos expériences sont basées sur un ensemble d’images de scènes denses d’abeilles, contenant des abeilles et des
varroas annotés, que nous avons constitué. Les abeilles et les varroas sont les objets imbriqués à détecter. Nos résultats
montrent une amélioration de +10% de la précision de détection par rapport à l’approche standard. Après avoir testé
différents manières d’extraire les informations pour la segmentation, nous avons défini un seul réseau de neurones
capable de détecter les deux types d’objets imbriqués sans diminution de la précision par rapport à deux réseaux de
neurones séparés.

Nous montrons également que notre architecture de réseaux de neurones étendue améliore la détection d’objets dans

d’autres domaines tels que celui de la détection des personnes dans les scènes denses, où nous avons des résultats qui

atteignent +3% par rapport l’approche standard.

ABSTRACT

In this thesis, we address two essential problems related to the detection of objects and image processing: 1) maintaining
a good precision of detected objects, essentially in the case of dense images and 2) detecting objects potentially nested
in the first. These two problems exist particularly in the beekeeping sector. Indeed, a beekeeper must ensure the level of
infestation of his apiary by the varroa parasite which settles on the backs of bees. Computer image processing methods
can be used to automate this task and make it more accurate.
Deep learning is driving advances in many technology-related areas, including facial and voice recognition, automated
language and image processing. We have applied and adapted these techniques to our problems. Our work is based in
particular on the Faster R-CNN neural network. We propose an extension of this architecture to improve the accuracy of
nested object detection in dense scenes.
To improve object detection in dense scenes, we propose to add branches to the Faster R-CNN neural network that detect
objects from their corners. This allows to find partially hidden objects. In order to detect potentially nested objects, we
rely on the Mask R-CNN architecture, an extension of Faster R-CNN dedicated to object segmentation. We add a branch
to the Faster R-CNN to segment internal objects.
Our experiments are based on a set of images of dense bee scenes, containing annotated bees and varroa mites, that
we have put together. Bees and varroa mites are nested objects to detect. Our results show an improvement that reaches
+10% in detection accuracy compared to the standard approach. After testing different ways to extract information for
segmentation, we ended up with a single neural network capable of detecting two nested objects without decreasing
accuracy compared to two separate neural networks.

We also show that our extended neural network architecture improves object detection in other areas such as people

detection in dense scenes, where we have results that reach +3% compared to the standard approach.

KEYWORDS

object detection, dense scenes, nested objects, varroa, bee, deep learning, neural network, Faster R-CNN,

Mask R-CNN, object segmentation
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